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Abstract—  Increase in lead time of software projects has been
mainly attributed to long development cycles and changes in
customer requirements. This has driven the development of a
number of modern software development strategies to address
the issue. Among them is streamline development - an in-house
development framework at Ericsson AB inspired by lean
principles. In this paper we explore the development life cycle of
a feature to identify the possible bottlenecks - a term used in lean
development denoting interruptions, re-work or any activities
that hinder the development process hence an increase in lead
time. This paper is based on a case study carried out at one of the
development unit at Ericsson AB. The results presented here are
after a qualitative interview study with one cross function team
using streamline development framework. Using lean as a
theoretical base, the results show that: task switching,
competence, delayed replies and feedbacks, limited follow ups of
evaluations, long communication chains, limited knowledge on
the feature usage, unclear understanding of the development
process, and lack of documents describing the architecture for
the team are some of the possible bottlenecks  that can increase
the lead time of a software project.

Index Terms— streamline development, feature development,
software process improvement, software bottlenecks, lean

I. INTRODUCTION
HE tendency of shifting from hardware to software has
increased the market share of software in the business
environment (Genuchten, 2007). This is leading many

organizations to join the software industry; however software
development organizations are still suffering from the problem
of long development life cycles as well as handling changes in
the customer requirements (Holmström, n.d). These are
causing late deliveries to market and sometimes delivering
products which do not meet the customers expected
requirements. This has called for the different techniques to
improve software quality and to reduce the time to market of
software development.
Recently, lean principles have gained momentum in
addressing the problem of long development life cycles,
rapidly changing customer requirements, slow feedback and
emerging of new technologies in software development

industry. The lean methodology through its core principles of
Providing the highest customer value, Maximizing flow,
Eliminating waste has a significant effect in addressing the
above problems which is leading to increased productivity in
software organizations and reduction of lead time (Mehta, et
al., 2008). The introduction of lean process principles which
originates from the Toyota model of production was first
identified by Womack and Jones (Womack, et al., 1991 and
1990; Womack and Jones 1996a; Womack and Jones 1996b),
in their five year study on why Japan’s automobile industry
was doing better than the American automobile companies.
They revealed that Japan was using fewer resources than
American companies which possibly made their cost of
production low. In the same report, they said Japan was lean
on resources in that they minimized wastes in the consumption
of resources to maximize in their production without
increasing the costs (Womack, et al., 1991 & 1990; Womack
& Jones 1996a; Womack & Jones 1996b).
The Software development industry has picked upon a few
concepts from the Toyota model of production (Womack et al.
1990) hence the emergency of lean software process. It
addresses the principle of reducing the development time by
amplified learning, delay commitment, deliver fast, empower
the team, build integrity in, see the whole, removing non-value
adding wastes in the process (Poppendieck & Poppendieck
2003; Mehta, et al., 2008; Shalloway, et al., 2010). The
principles of lean can be used as one of the best practice a
company can acquire to improve its development process by
reducing wastes as well as delivering fast (Shalloway, et al.,
2010).

Based on a case study, this paper explores the development
life cycle of a feature in one development team at Ericsson AB
– one of the world’s leading providers of telecommunication
and data communication systems. At Ericsson AB,
development teams use a process called ‘streamline
development (SD)’ which is a process developed at Ericsson
inspired by lean principles. The development team in this
study uses the streamline process in order to reduce lead time
and maximize the end-to-end flow so that the customer, in the
end, will receive fast delivery of high-quality software
products. To achieve this, each development team focuses on
one feature at the time, i.e. a distinguished characteristic of a
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software item (IEEE Std. 829-1998). Within the framework of
‘streamline development’ each development team is
responsible for developing the feature in the shortest time
possible and with as few interruptions as possible.
This research investigates what is involved in developing a
feature, i.e. what is involved in the development life cycle of a
feature. By interviewing the members in one development
team we will identify ‘bottlenecks’ -  a term used in lean
development denoting interruptions, re-work or any activities
that hinder the smooth end-to-end flow that is strived for to
reduce lead time.

The question guiding this research is: What are the possible
bottlenecks in the development life cycle of a feature?  This
question will be approached by taking a look at the different
stakeholders involved in the development process, identifying
the practices the feature is exposed for, identifying the queues
i.e. bottlenecks and the milestones and activities during the
process.
By answering this question, it will be possible to identify the
possible bottlenecks in the Ericsson’s development process,
which will be used in the future to improve its end-to-end flow
by removing queues and updating practices which will result
into higher customer value as advocated in lean software
development.

II. THEORETICAL BACKGROUND

A. Lean manufacturing

Since the early days of civilization humans were concerned
with optimizing efficiency and decreasing waste to achieve
better end results. Among theories aimed towards efficiency
improvement are time and motion study, Taylorism and
Fordism (Robins, et al., 2003; Kanigel, 1999; Tolliday &
Zeitlin 1987). In the mid of 1940s, Toyota Motor Company
stood in need of increasing production efficiency in order to
stay competitive. At that time American automotive industry
companies were approximately nine times more productive
than Toyota Motor Company (Ohno, 1988). In order to find
more efficient production ways Toyota looked at American
method of production which was based on traditional thinking
of mass production (Wu and Wee, 2009; Ohno, 1988).
However this approach was not appropriate to Toyota because
of its demand constraints (Ohno, 1988; Harvey, 2004). Using
Fords theories, a new methodology for cars production was
created and named Toyota Production System (TPS). Figure 1
shows 14 fundamental principles of TPS, divided into four
groups by Liker (2004), that have to be considered to achieve
sustainable and effective performance.
As shown on the figure 1 TPS foundation is long-term
philosophy, which assumes prioritization of long term benefits
over  short  term  benefits.  The  goal  of  TPS  is  the  “absolute

elimination of waste” (Ohno, 1988; Towill, 2006; Wu and Wee
2009), where waste is anything that does not add customer
value. According to Liker (2004), results that are not waste in
TPS can be achieved by working in a process that follows
certain principles.  Principles that have to be followed in the
development process to achieve waste elimination are:
continuous flow, adding value from demand in order to avoid
overproduction, eliminating overburden of process
participants, preventing quality problems as soon as detected,
using stable methods to maintain the predictability, using
robust technology that support peoples’ work, using visual
control to highlight problems.

Two pillars of TPS Management philosophy are ‘Respect for
people’ and ‘Continuous improvement’ (Larman & Vodde
2008; Towill, 2006). The former assumes that to add value to
the organization respect for employees, partners and customers
is required. The latter means that organization adopting TPS
should create a culture of continuous improvement, by
allowing developers to experiment, repeat and learn.

Figure 1:  Model of the TPS (Liker, 2004)

B. Lean software development
TPS was formally documented around 1970 in Japanese and
1977 in English, however Western  industries did not show
interest in it until the oil crises, when imports from Japan
started to threaten domestic manufacturers (Holweg, 2006). In
1990 as a result of International Motor Vehicle Program, with
the goal of studying the position of automobile industry in the
world economy, term ‘lean’ was introduced in the book ‘The
Machine that Changed the World’ by Womack, Jones and
Roos (Womack, et al., 1990; Harvey, 2004). This books sales
remained slow for a year until the building crisis in Detroit in
1991 (Holweg, 2006).

Similarly in software development industry increasing
globalization has brought out competitors with less costly
development resources, amplifying cost pressure (Harvey,
2004). Software systems growing more complex and
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development organizations becoming larger require
development process improvements (Berry, 2003; Everett, et
al., 2009). In a need for higher quality, lower cost, shorter
delivery time of software, development organizations are
looking for a process with regard to these characteristics in
order to remain competitive (Harter, et al., 2000).

At the same time among benefits of implementing lean are
lead time reduction, productivity increase and quality
improvement (Kilpatrick, 2003). These are subsequently
driving down the cost. Moreover lean proved to be universal
and has been applied in such fields as health care, logistics and
accounting.(Zidel, 2006; Baundin, 2004; Maskel & Baggaley
2003).

Despite uniqueness of lean, to apply it in particular field its
ideas adoption to the new field is needed. In 2002 four lean
manufacturing principles were translated by Mary
Poppendieck into software development area (Poppendieck,
2002). As a result of further lean translation, seven most
relevant to software development principles have been
defined. For this research seven principles of lean software
development are presented under the four initial categories
defined by Poppendieck in 2002 (Poppendieck, 2002).

1) Add nothing but value.

a) Eliminate waste.

In order to add nothing but value and find wastes in software
development, Poppendieck (2002) adopted seven wastes of
manufacturing, identified by the creator of TPS (Ohno, 1988),
into software development area. Overproduction, inventory,
extra processing steps, motion, defects, waiting and
transportation are all wastes found by Ohno (1988). According
to Poppendieck (2002) features that lose its relevance and not
used by the customer – extra features are the source of
overproduction. Another waste is an inventory or partially
done work. For instance unfinished or never used  design
documentation,  ties up the resources and does not bring
customer value (Poppendieck, 2002). Transportation is
presented in software development in form of task switching.
Searching for information process is a motion. Production of
documentation with little use is an example of extra
processing steps. Waiting and delays prevent customer from
realizing what is valuable. The later customer gets software
with necessary functionalities, the later he realizes that there
are no need in some of previously requested .Defects
introduced in the initial stages of development require more
complex fixes as time goes by, therefore defects which are not
caught by testers are wastes in software development.

b) Build quality in.

Shalloway (2010) claims that in lean software development
quality should be build in both the code and the process.  In
order to build quality in code lean approaches simultaneous
production of code and tests for the software and coding
according to standards (Hibs, et al., 2009; Shalloway, 2010). It
minimizes occurrence of initial error related defects (Hibbs, et
al., 2009). Among the ways to reduce defects impact is to find
them as soon as they occur (Poppendieck & Poppendieck,
2003). Existence of tests subsequently prevents defects
introduction during changes implementation. Another way to
reduce defects is frequent integration of small parts. This is
because smaller parts are less vulnerable to defects than huge
amount of code. Quality in process can be build by defining
acceptance test early in the development process; it improves
developers understanding about requirements and final
product.

2) Center on people who add value

a) Empower the team.
Each member of development should be able to influence the
process, make decisions on what to do and take
responsibilities for these decisions. Poppendieck (2003) says
that people involved in the process are “better equipped to
make decisions”, however they should be supported and
guided by management.

b) Create knowledge.
Shalloway (2010) argues that software development is more a
discovery process than a building process, therefore creating
knowledge that continuously perfect the product is essential.
One way to amplify knowledge is to allow developers to
experiment and improve relying on feedback obtained from
iterations of the process. Learning to understand the process in
which the work is done should be encouraged, so that the
process can be improved by its users.

3) Flow value from demand

a) Deliver early and often.
Often and short iterations and subsequently earlier feedback
allow developers to learn more and to discover  more often,
therefore make more product improvements and lead to better
quality. With early and often deliveries, value can be delivered
to the customer early on the development stage. It increases
customer satisfaction, eliminates such waste as unnecessary
features. For instance after getting the most necessary features
customer may realize that he or she does not need others.
According to Shalloway (2010) early releases provide early
revenue, it can cover later development costs.
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b) Delay commitment.

Delay commitment assumes giving a response in the moment
when no more information can become available, still not too
late to cause cost increase because of delays (Harvey, 2004).
The main idea behind deferring commitment, is to allow
changes in development project without negative
consequences. Among the ways to delay commitment are:
starting to discuss requirements from the most important to the
customer and crucial for design solutions, constraining the
implementation of design patterns to only those features that
are current.

4) 4. Optimize across organization

a) See the whole.
Instead of each step optimization, Shalloway (2010), suggests
to focus on flow in its entirety. Sub-optimization may hide
systems constructional errors, for instance measuring
performance of working individuals may not reflect overall
system performance, since problems may be due to the way
the whole system works (Poppendieck, 2003). Problems that
can arise in transition process in between phases, such as
poorly written design documents or integration errors, are
most probably to be undiscovered when sub-optimizing.

Thus, successful application of lean in automotive industry,
logistics and accounting was followed by its translation and
usage in the software development field. Lean ideas have been
transferred and formed into seven main principles that  should
be considered during software development improvement.
Waste elimination, respect for people, pulling value form
demand and optimization across organization are fundamental
to lean in software development (Poppendieck, 2002).

III. ERICSSON CASE: BACKGROUND AND RESEARCH
METHODOLOGY

A. Streamline development
Ericsson is one of the world’s leading providers of
telecommunication and data communication systems among
software development organizations. For the purpose of this
research, a study was carried out at one development unit.
The  purpose  of  the  study  was  to  follow  the  life  cycle  of  a
feature in order to identify possible bottlenecks that can be
hindering or slowing down the development process. One
feature was chosen and investigated throughout the
development life cycle stages. At this development unit the
work is organized in cross function teams where one of these
teams was interviewed by the researchers while developing
the feature. The team interviewed is using streamline
development framework which is an in house development
process.

The introduction of streamline development framework was
an inspiration from the core value of lean and agile
(Holmström, n.d; Tomaszewski, et al., 2007) i.e. providing the
highest customer value, maximizing flow and eliminating
waste. In this Ericsson considered the following agile and lean
principles;“(1) satisfying customer needs through iterative
development and continuous delivery, (2) welcoming
changing requirements, (3) short timescale frequent deliveries,
(4) motivated individuals in project building and face-to-face
communication, (5) simplicity and (6) teams involvement on
the reflection of  the development process” (Holmström, n.d).

Streamline development was developed and tailored to meet
particular needs for Ericsson i.e. to address the problems they
experienced when using traditional software development
process. Traditional software development methods are
characterized with long development life cycles resulting in
late deliveries to customers, failure to deliver the actual
customer until late in the process (MacCormack et al.2003,
Tomaszewski et al. 2007, Holmström, n.d). In addition,
Ericsson was finding it difficult to handle customer changing
requirements since they were exposed to changing market
demands due to long duration of the projects (Holmström,
n.d). In case of any customer changes in the requirements it
would result into high cost of handling requirement changes.
This is because; it was hard to deal with changes of already
implemented functions (Tomaszewski et al. 2007).

In order to deal with the fore mentioned problems, SD was
developed as a process and a working framework. Its main
objectives are; to reduce the time to market, having a flexible
development set up, more research and development during
the project, having a better mechanism for scope setting and
planning of the projects, creating a possibility to re-prioritize

Figure 2. Streamline development
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and re-plan at any time in the project and a greater focus on
developing the right things.

As  part  of  this  study,  the  researchers  followed  the
development life cycle of a feature which was developed using
streamline development framework as shown in figure2.

In the development lifecycle of a feature using streamline
development as shown in figure 2, a feature is exposed to
different states and decisions from inception to release. As
shown in figure 2, the project requirements are gradually and
continually gathered in the requirement repository. These
requirements come from either the customer, identified needs,
change in needs, within the company or from standards. In the
“early phase loop”; a phase of feature identification and
prioritization in streamline development. The requirements are
identified, prioritized and divided into requirement packages
called feature projects as in figure 2. These projects last for an
approximate of eight weeks. This phase is characterized by
continuous and bi-weekly analysis of the features in order to
know which feature needs to be prioritized first. This
continuous analysis allows a possibility to re-prioritize and re-
plan in the requirements, something that makes streamline
development interesting as compare to the traditional
development. Although it is the system owner responsible for
this phase, the analysis is a combination of designers, testers,
architects and PIDs inputs. The main goal here is to get which
feature to start with without a consideration of resource
constraints i.e. to come up with a feature priority list.

Once some features are prioritized and identified, they go into
the “the activity and release planning loop” after “tentative”
decision  from  the  system  owner.  This  phase  is  also
characterized by continuous and bi-weekly analysis and
coordination of input to be put in the projects as in figure 2.
The main goal for this phase is to analyze and plan for the
features, to get to know what resources they require i.e. what
competence is needed for the feature, what tools. It is also in
this phase the plan of integration and the releasing of the
feature drawn. During this stage, decisions are made by the
product activation team weather a feature should be
implemented or not. It is the head of the product activation
team responsible for this phase and is the one who gives a
“GO” decision a term used in streamline development to
mean, the feature is planned and there are resources for it to be
executed or developed. In streamline development, a feature is
given a “GO” decision when there is a development team also
known as cross function team and there are available highly
prioritized requirements (Tomaszewski et al. 2007).

When a feature is planned and given a GO decision, it goes to
the” program execution phase”.  This is the phase when the
feature is assigned to a specific cross function team. The cross
function team (XFT) is composed of all the core competences
ranging from design, architecture, test and system
management (Holmström, n.d). It is in this phase when the
actual execution or implementation of the feature occurs. After
the GO decision from the product activation team, a “started”
decision is made by the team leader to imply that the team has
started working with feature. It is in this phase when the
system manager introduces feature requirements to the rest of
the team members after having participated earlier in the “the
activity and release planning loop”.

In the “program execution phase”, a feature goes through two
phases i.e. the feasibility and execution phase.   The
“feasibility phase” starts as soon as the “started” decision is
made by the program execution manager (team leader).
During the feasibility phase, the feature is further analyzed by
the team and broken down into “anatomy” a term used in SD
to denote the breaking down of the feature into smaller tasks.
In the feasibility phase, the total test scope of the feature is
also drawn and the roll-out plan (release) is made. The team
studies the feature in details and confirms that they can
implement it in a given time with the available resources. As a
means of guarantee that team can implement the feature, a
“commit” decision is made which is then followed by the
“execution” phase. It is in the execution the testing and the
designing  of  the  feature  is  done.  When  the  feature  is  fully
implemented and fully tested, a “ready” decision is made,
implying that the feature is ready to be integrated in the Latest
System  Version  (LSV)  as  shown  in  figure  2.  However  in
streamline development, there is always one version of the
product, when a feature is integrated, it sets a basis for the
next feature to be integrated in LSV (Tomaszewski et al.
2007).
After integration, a feature can be released to the customer or
maintained in the LSV. While a feature is at this point in
streamline development is said to be in the “release project”
state.

All in all a feature is exposed to four states i.e. (1) the early
phase loop where feature identification and prioritization is
made and it is the system owner responsible for this phase. (2)
The activity and release planning loop state where the
planning and feature decision is, it is the head of the product
activation team responsible.  (3) The program execution state
where the actual execution of the feature is done, here all the
cross function team members participate, it’s the team leader
responsible for this phase.  And (4) finally the project release
state where the feature is integrated in the LSV or released to
the customer, the release manager is responsible for it.
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B. Feature team roles

For the purpose of this research, a study was carried out to
know the possible bottlenecks a team may be exposed to
during the program execution state. As earlier mention the
program execution phase is where all the team members
(cross-functional team) are involved.  As in streamline
development,  a cross functional team has the opportunity to
have all core competences such as design, test and system
management with an architect, a team leader, system manager,
function and system testers and designers as in figure 3. Each
of these members has got core roles in the team as explained
below.  It is also important to note that the team takes full
responsibility of the project during the program execution
state. In this way, SD gives the teams more responsibility as
well as freedom in their activities. This way of working
creates an opportunity to share knowledge in the team and also
the feedback loop in the team is shortened since all people are
working together. The ability to re-prioritize and re-planning
streamline development framework makes the team flexible to
what is urgently required by the customer.

The role of the team leader is to coordinate the work of the
team and to ensure that the development is going in the right
direction. The team leader also checks that all team members
are working according to the agreed process.

Figure 3: Feature team

Providing the team with the time plan which has to be
followed or in case of necessary changes being modified
according to the needs is also one of the core responsibilities
of the team leader.  The team leader also focus on removing
all the barriers which can stop or negatively influence the team
from achieving the goal and tries to find possible solutions to
the problems.

System manager’s main tasks include setting up the
requirements for the feature which should be developed.
Requirements either come from customers, standards or
internally (for example implementing improvements to the
functionality). However the system manager does not have a
direct contact with the customers who ordered a feature,
instead there is company’s sales representative who is
transferring customer’s requirements to the system manager.
When the system manager has got all the requirements, they
have to be analyzed to make sure they are all testable and do
not conflict with other features. In case of some uncertainties
(vague requirements), all the questions are sent back to the
internal sales representative who either has to clarify them or
communicate back to the customer. And after the requirements
are specified and clarified by the system manager, the
customer has to approve it to ensure that there are no gaps in
understanding the specifications and behavior of the feature.

On the other hand the architect’s main role in SD process
framework for this team is to help the team with support in
architecture related questions.  In this, the architect interacts
with designers (as they are responsible for writing the code)
and system managers (as requirements are main priorities in
their work). Architect also helps to identify dependencies
between the teams. If the team is implementing a feature
which will influence another team’s work, architect should
identify possible dependencies and give support to the teams,
mainly with guidelines on how to implement it in the correct
way.

The main role of the designer in the project execution is to
implement the feature in terms of actual code. As well as
implementing the design test cases. As soon as the
requirements are clear enough the designer should start the
implementation.

Function testers in the beginning of the development process
are responsible for validating the requirements specified by
the system manager. They are also responsible for creating
main flow and exceptional flow test cases. On the later stages
when the implementation of the feature has started, function
testers are interacting mostly with the designer. This kind of
work style allows designers to react on the faults discovered
by the function testers almost immediately. Even though
designers do their own testing on the code they are focusing
on testing boundary values (i.e. if the input is supposed to be
in  the  range  from  1  to  10,  it  is  tested  with  0  or  11).  On  the
other hand, function testers; focus on doing tests inside those
limits and trying to find faults.
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The system tester is also another member of the team; the
system tester studies the feature, write test analysis on what
kinds of tests to conduct like capacity tests or hardware.
By analyzing what is involved in this way of working of the
team, this study will identify the bottlenecks that can be
hindering or slowing down the development process hence
improve its end-to-end flow by implementing new metrics,
removing queues and updating practices which will result into
higher customer value as advocated in lean software
development.

C. Research method
This research is approached by a case study method.  A case
study  is  “an investigation of a contemporary phenomenon in
depth and within a real life context, where the boundaries
between the phenomenon and the context are unclear” (Yin
2009; Walsham 1993). With the above definition, the study is
based on real life experiences of the feature team using
Streamline development framework to develop software
features.
A case study method has been chosen because identifying
bottlenecks in a process requires an in-depth investigation of
the process from the beginning to the end to understand the
underlying principles and the problem that may be involved.
Similarly Yin (2009), suggests using a case study method,
because it allows investigators to retain the holistic and
meaningful characteristics of real life events such as
individual life cycles, group behaviors, organizational and
managerial processes which can augmented to fit the domain
of this research. In addition, Dubé and Paré (2003) argue that,
case study method is well suited for information system
domain because it reveals patterns in an organizational
environment. Although the question to this research does not
explicitly talk about the patterns in the organization’s
environment, finding bottlenecks in the process requires
researchers to find matching patterns in the data collected to
give a clear analysis of the problems.

This study was carried out with the main aim of identifying
the bottlenecks that may be hindering the feature development
cycle from an idea until when the feature has passed the
development stages. In this way, the study is expected to be
used to improve the end-to-end flow by implementing new
metrics, removing queues and updating practices in the
development cycle.

 Collecting data means to get the relevant information which
can be used to address the research topic (Ricker T., et al.
1998). According to Yin (2009), there are six main sources of
data: documentation, archival records, interviews, direct
observations, participant observations and physical artefacts.

For this particular study the interviews were taken as the
primary sources of data and company presentations were the
secondary source. In addition, company documentations and
literature reviews helped in the validation of the results from
the primary and secondary sources.
The information collected during the entire research served as
evidence of the report’s credibility. However on beforehand
the un-disclosure agreement was signed in order to protect
company’s sensitive data from outside world.

D. Research process

a) Phase 1: Literature Review.
During the first phase of the research, the researchers
identified the topic on which this research is based. After
identifying the topic, it was important to get the context and
positioning of the research in relation to similar studies. This
called for a literature review on similar researches carried out.
The literature review was based on articles and books which
focus mainly on lean and agile principles. The purpose (see
table 1) for this was to refine the research goals, to develop the
realistic and relevant research question, select an appropriate
method and identify potential validity threat of the research
conclusion (Maxwell, 2005).  In addition the literature review
helped in the validation of the collected data in the interviews
and presentations. This is argued by Bernd Heinrich (1984, pp.
151) that, even carefully collected results can be miss leading
if the underlying context of assumptions is wrong”.

b) Phase 2: Company Presentations
To get a clear understanding of the working process of the
team members, the researchers were introduced to the working
process of the feature team through company presentations.
This took five weeks of which the researchers had a chance to
spend at least one day at the research site each week. During
this time, the researchers met the feature team members with a
main aim of knowing their roles in the team as shown in table
1 and their perspective on the feature development cycle i.e.
the architect presented the architecture of the feature, team
leader presented how cross function teams work and the
different roles of each team member, and system manager
presented how feature requirements are handled. Still in the
same five weeks, the researchers also met the Operational
Development engineer who presented the streamline
development framework and the process, methods and tools.
Researchers were also got an overview of the technical
product under development and its context, as well as were
familiarized with the feature that was under development. It is
important to note that on each presentation, there was time for
interaction through questions and discussions.
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c) Phase 3: Interview study
Interviews were considered to be the primary source of data of
this study. Six interviews were carried out with each lasting
for 1 hour and 30 minutes. Before the interviews it was
essential to determine the right interviewees (Boyce and
Neale, 2006) because interviews are perceived to be very
effective when getting feedback or opinion on the developing
processes from different perspectives, as well as activities,
problems or other issues (Boyce and Neale, 2006). These were
chosen based on the activities and roles in the process. Among
the informants were: the architect, the team leader, system
tester, designer, functional tester and the system manager. The
reason for this, the researchers wanted to get different
perspectives of the informants on the development life cycle
of the feature. During the interviews the researchers shared the
roles; one was conducting the interview while the other two
were taking notes which were manually transcribed
immediately after the interview. This structure was chosen
because it’s not easy to keep track of the interview at the same
time take notes.

d) Phase 4: Analysis
Although literature reviews were taken first, it can be argued
that data collected in this research emerged as an iterative
process between theoretical conceptions and empirical

data (Klein and Myers 1999). This means that during
empirical data collection, the researcher could review it in
accordance to the lean principles as well as contacting the
interviewees in case there was something which was not clear.

All the data collected was categorized into four categories i.e.
‘organization work and roles in the team’, ‘development
process and phases’, ‘lean principles’ and ‘reflection on
streamline development framework’.These categories emerged
during the interview process. The reason for this is that,
knowing the organizational roles in the process would help the
researchers understand the activities in the process during each
phase and focusing on lean principles would further reinforce
theoretical background on which this study is based on. It was
also the idea of the researchers to have a category on reflection
on streamline development for the purposes of knowing the
team’s percepective towards the process. Data gathered was
used as an input in the analysis which however helped in
answering the research question.
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IV. RESULT

This chapter describes the results gathered from the interviews
and presentations after Phase 3 (mentioned above), which will
then be analyzed in order to get the answer to the research
problem. To describe the results in the most efficient way it is
categorized in the same way as interview questions:

o organization of work and roles in teams;
o development process and phases;
o lean principles;
o reflection on streamline software development;

The reason for having these categories is first to identify each
member’s role in a team, dependencies on each other and
external factors. Second is to understand the development
process which will allow mapping it and see the pattern in it.
Next two categories were created with the purpose to get the
team members’ understanding of lean and streamline software
development. Each category includes perspectives of six roles
in the team, i.e. team leader, system manager, operational
architect, designer, system and functional testers’ perspectives.

A. Organization of work and roles in teams
The idea of having cross functional teams is to provide each
team with core competences which allow focusing on a
specific feature and being responsible for it. The team which
was investigated consists of: team leader, system manager,
architect, designer, three function testers and system tester.
To improve the process flow in a team, the team leader has to
identify dependencies of each team member this ensures that
the development process is going in the right direction as well
as every team member is working according to the agreed
strategy.  Providing the team with the time plan which has to
be followed or in case of necessary changes being modified
according to the needs is also one of the core functions of the
team leader which is aimed to improve work flow and to have
a good overview of the project. Finding dependencies and
having a good overview will in a way empower the team
leader to remove some barriers which can stop or negatively
affect the team in sense of achieving the main goals of the
project.
In the feasibility phase of development, one of the main
contributions of the system manager includes analyzing,
describing and formalizing the requirements in a clear way for
the team. The source of the requirements, come either from
customers, standards or internally. If the requirements came
from outside the company (i.e. customer) the system manager
has to contact sales representative in case of
misunderstandings.
Although the system manager influences the feature mainly in
the  early  phase  and  the  feasibility  phase,  the  architect
influences the feature throughout the entire project. The
architect mainly interacts with system manager during the

feasibility phase. In this phase, the architect tries to find out if
the feature can be implemented and how the feature will affect
the whole architecture of the system. During the execution
phase, the architect supports the designer with guidelines on
how to implement the feature according with the architecture.
He also answers questions the designer may have during the
implementation. Architect’s work depends on the complexity
of the feature and the way the current feature influences the
other parts of the whole system. In case of uncertainty he has
to contact other architects or team members from other groups
to map the dependencies and to transfer the knowledge to the
right people.
The main role of the designer in the development process is to
implement the feature in terms of actual code. Designer can
start implementation as soon as the requirements are clear
enough (this may happen during either feasibility or execution
phases) and therefore late requirements directly impede his
work. He also depends on function testers’ and system tester’s
work, as some of the test results might cause rewriting the
program code.
As some of the team members’ progress is tightly linked to the
code or complete functioning feature, designer’s delay directly
impacts the whole feature. System tester for instance is not
able to start his testing procedures without having the feature
itself or function tester cannot execute tests without actual
code. However good collaboration between function testers
and designer allows running test cases in parallel with
designers work and give a feedback (trouble reports)
immediately after faults have been discovered.

B. Development process and phases
Streamline development process has been adopted by the
development unit at Ericsson for a number of reasons.

“…main reasons are… improving time to market, more
efficient research and development, shorter time to
commitment, allowing development setup to be more flexible,
possibility to change priorities and plans at any time … to
develop the right things…” (Interviewee)

For the team, feature development starts after the “Go”
decision has been made.  They start with conducting
feasibility analysis of the feature. After the analysis,
“Commit” decision has to be made and the execution phase
begins, which has a number of milestones and checkpoints.
When the feature is ready it is delivered to the latest system
version (LSV). After that the team continues with final tests
for the feature and ready to take over a new project.
Each team member is having different input on each phase of
the development process, as explained in the previous section.
Specific documents have to be created and milestones to be
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met. Activities on each phase are highly linked to the results
from previous stages; therefore any delays could cause even
greater delays on the next phase.

Team leader has the main workload during the beginning and
closer to the end of the project. On the middle stages of the
project the work mostly consists of checking the progress and
the fulfillment of all the milestones and solving problems
which could arise within the team. Creating a feasible time
plan and setting up the right goals by the team leader at the
beginning will only ensure the success of the project.
System manager after the early phase where requirements
have been created follows the execution process by doing
reviews on each check point and helping team members to
understand the feature in case of uncertainties.

“… Efficiency in work is highly depended on the requirements
clarity and frequency of changes in the requirements which on
its hand affects the performance of the project in general…”
(Interviewee)

Operational architect is highly involved on all the phases of
the development process particularly for those features which
affects the current architecture of the whole system or
depended on it. In the early phases he contributes by helping
the team.

“… Helping to understand the scale of the feature, feasibility,
requirements specification and suggesting the ways of most
efficient implementations of the feature… “(Interviewee)

During the execution phase the architect works closely with
designers in order to help with design decisions which should
be in accordance with current architecture. For the architect it
is a challenge to follow the dependencies on different teams
work and to analyze the consequences which will affect the
whole architecture after the feature is included in latest system
version (LSV).
Function tester is mostly involved in the execution phase when
he works in close cooperation with designer.

“…The main idea for function tester is to find situations which
were not thought of by designers or other team members…”
(Interviewee)

Streamline development allows working on the tests in
parallel with the designer. That helps to increase the
productivity of the function tester; however there are other
factors which might slowdown the process, i.e. new testing
framework which is more time consuming in relation to the
execution of the test cases. As well as synchronizing different

branches usually cause in delays due to differences in
implementation approach.
Designers similar to function testers have the main workload
during the execution phase. Apart from coding, a lot of
documentation has to be created to explain/support the code.
This documentation is mostly used by designers themselves or
by function testers. According to the designer the efficiency of
the work is mostly depended on the size, complexity of the
feature and previous experience with projects in similar area.
One of the typical problems is to understand the requirements
of the feature which is completely new.
System testers are mostly involved in the beginning of the
project (analysis of the feature and requirements) and closer to
the end of the project when the feature is ready and system
tests can be run. According to the system tester delays are
seldom occur during the tests, but one of the reasons for
delays could be due to updates of the testing tool to be used
for a specific feature.

C. Lean principles
According to all the team members lean principles are
reflected during the entire development cycle of the feature.
They have positive impact on the development process in
general and on the team work performance in particular. All
team members agree that cross-functional teams allow
immediate feedback from all the parties involved in the
development process.

“…having all the team members close to each other is good as
it speeds up the information exchange in the team…”
(Interviewee)

Collaboration and communication between the stakeholders
improved significantly comparing to the previous
development process.
The shortage of particular resources within the team might
lead to problems which were not feasible while using
“waterfall” approach. According to one of the interviewees in
some cases there is a tendency to move function tests to the
design tests. This is potentially a negative move as designers
will have to test their own code and might miss some faults.
Scaling the processes to fit different projects it is essential in
lean development. This allows reducing “waste” and focus
only on those activities which a necessary for specific
projects.

“… Adopting the process to smaller features is the area which
still can be improved… ” (Interviewee)
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However delays might arise in cases when some documents
such as test analysis or test specification have to be approved
by the line manager. As there is only one line manager who is
responsible for doing it.
All the interviewees expressed a need to reduce on external
meetings as they are causing delays by disturbing the
implementation process since sometimes it is difficult to get
on track of where they stopped before the meeting.
Usually the problems which arise during the project are
reported to the management in the “conclusion exercises”.
However not all of the aspects are considered by the
management hence looping up to the next projects.

D. Reflection on Streamline software development
According to the interviewees, adaptation of streamline
development process has positively influenced the time
required for releasing new features at the development unit.
The team particularly seems to be in fond of activities which
are carried out together by all the members, such as morning
standup meetings, reviews, test analysis, etc.

As for the team leader, streamline development allows to
understand the goals and activities in a better way, since it
encourages communication and sharing knowledge among the
team members.
“… Streamline process has a very good support for
communication (information exchange) among the team
members and among teams… it also allows having a better
structure on how to work, how to share the work and it
increases possibility of learning new things which is essential
for improving teams’ performance…” (Interviewee)

One interesting thing put forward during interviews was, the
idea of dividing the requirements into packages and then later
assign them to cross functional teams was good. Team
members do not get stuck with a batch of requirements to
work on, and according to one of the interviewee it was noted
that having short projects is a good way to handle customer
changes since the changes affect only specific feature and not
the entire project.

V. DISCUSSION

This chapter is analyzing the findings which were gathered
during the previous stages of the research. It brings forward
the bottlenecks which were revealed when analyzing related
theories, results of company’s presentations and interviews.
As the main purpose of the research is to identify possible
bottlenecks in the development life cycle of the feature, this
chapter is categorizing such bottlenecks and presents it not as
problems, rather as challenges for the team and management.

1. Task switching

Streamline development encourages management
commitment, for example regular meetings with the cross
function teams or close contact and co-location with
management during the process implementation. This can be
both beneficial and can create some drawbacks. Lean
philosophy describes this way of working as reducing the gap
between the team and the management; it also encourages
greater involvement of the entire organization in the
production of software and in the process implementation
(Shalloway, 2010). On the other hand, during the data
collection it was mentioned by almost all the interviewees
that, there are too many external meetings which sometimes
results in delays throughout the whole process. In this case the
team members have to leave whatever they are doing to attend
the meeting. One of the interviewee noted that “…you can be
concentrating on some work, than you leave for a meeting,
and when you come back it is difficult to catch up on what you
were doing…”  This  could  be  a  possible  bottleneck  in  the
development life cycle of a feature, described in lean
philosophy as task switching. Gathering thoughts and getting
into the flow of new task requires time and decreasing
developers’ efficiency (DeMarcoand).  Therefore task
switching in lean considered as a waste. Since meetings
require task switching and interrupt the development process,
those which considered unnecessary by the team members can
be linked to waste in lean philosophy. The more unexpected
and unwanted meetings are held during the feasibility and/or
execution phases in the program execution stage the more
waste is created in the whole development process. Waste in
turn is a potential bottleneck that impedes development of a
feature and creates delays.
Possible solution mentioned by one of the interviewees, was
instead of the whole team attending the meeting, it is enough
to have just one or two team members to participate in it and
later spread the information within the team. Therefore finding
the right balance between the meetings is a great challenge for
both: management who organizes it and team members who
have to participate in it.
It is also important to note that not all meetings require task
switching. Team’s internal meetings, for example everyday’s
stand up meetings are much welcome by all the team
members. It is during the internal meetings where the team
members get to know each other’s progress and have a chance
of informing others about the problems that might have
occurred in their work. This way of working allows the team
to share knowledge and delay commitments since possible
problems are identified as soon as they arise and therefore
reduce the possibility of delaying the project.
Task switching affects all the stages of the feature
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development cycle, as it does not matter what the team
members were doing, any distraction could influence the
performance and the efficiency of work.

2. Documentation

Documentation in this case has two ways of influencing the
feature development cycle. On one hand it makes the
development process easier to understand and the product
easier to maintain, which can be linked to one of the principles
in lean philosophy – knowledge sharing. On the other hand
unnecessary documentation (documents which are not during
the process or created for future reference) can be addressed as
waste in lean principles.
The results which are described in the previous chapter show
an example of how the documentation can improve the
performance of some team members. Cross functional teams
in streamline development assume having all the core
competences within the team. However there is a role which is
distributed over two or more teams, which is - operational
architect. One of the tasks for operational architect is to
provide the team with high level guide lines for the feature
development process. The fact that architect should provide
support for more than one team and the fact that there is no
written architectural description (guidelines) available for the
team, potentially could cause delays in the process.  In case if
the architect is not around and some of the team members
require architect’s support to continue the work or to make a
decision, the person will have to wait as there are no
documents where it is possible to refer to and get the answer.
As it was previously mentioned streamline development
process provides freedom for the development teams and in
terms of architecture, it provides only guidelines on how to
develop a feature.  Supporting such freedom with
documentation might improve the knowledge sharing and as a
result influence the development life cycle of the feature in a
positive way.
The other side of creating documentation is the fact that it is
time consuming. In case if such documentation is not used by
the team members contradicts with one of the lean principles –
eliminating waste. Finding the right balance between the
documentation available for the management and
documentation created for the team is another challenge for
the management which probably requires more attention.

3. Lessons learned (Evaluation considerations)

One of the lean principles which was mentioned previously in
the research is perfection of the process, which is done via
constant improvements. One of the conditions required to
improve the development life cycle of the feature is to have
the input from previous cycles.

According to the data from result section of this report, in the
end of each program execution stage (this is where the feature
is delivered), team members create a report where suggestions
to the management are made on how to improve the
development process for the next iterations. One of the
reasons for that is to have team’s opinion on the activities
which are done and share the good experience among other
teams. This supports the process improvement throughout the
whole organization, by adopting one of the core lean
principles such as knowledge sharing, which in this case
drives forward another lean principle – perfection of the
process.
However, according to the data in the result section, some of
the evaluations are not always considered by the management
and therefore the team continues to work on the next feature
having the same problems unsolved. This could result into a
bottleneck during the next feature implementation if the team
happens to find the same problems faced in the previous cycle.
Considering and implementing all the evaluation results is a
great challenge for the management as it requires in-depth
analysis of all the requests made by teams and consequences
of such requests.

4. Communication chain

Requirements elicitation is one of the most influential steps of
development with regards to eventual success of a program.
Problems introduced during requirements elicitation are the
most expensive if not detected quickly, since later corrections
require the most rework and waste in form of defects (Walton,
1999; Poppendieck & Poppendieck 2003).
In the development unit observed in this research, system
manager pre-studies the feature and analyzes the requirements
in order to present it to the team in the most efficient way.
Management is the intermediate party between customer and
system manager in the elicitation of requirements. Some
interviewees suggested that the lack of direct contact between
the system management and the customers can encumber the
process of specifying requirements for the feature. According
to interviewees, level of details is varying depending on
representatives between customer and system manager. Some
management representatives are able to transfer the idea and
required functionality from the customers in sufficiently
detailed and technical way, but some are not.
In case system management experiences problems with level
of details of information transferred by management,
intermediate party or the customer has to be contacted back.
Long communication chain between customers and system
management introduces handoffs of information. In turn
handoffs among functions can cause delays and increasing
risks of information being misunderstood (Walton, 1999).
Conveyance of information might cause a loss of knowledge,
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as great amount of data remains with its carrier and never get
handed off to others (Poppendieck & Poppendieck 2003). The
longer the communication channel is, the higher are the
chances to miss some of the details, which could be essential.
Allowing direct communication of system manager with the
customer could eliminate time and recourses consuming non-
value-added-action in form of handoffs, therefore waste
(Larman & Vodde 2009).

5. Feature context

According to the result section, some of the interviewees
mentioned the absence of knowledge about what the feature is
intended to be used for and in what context. Depending on
these factors various architecture solutions supporting
appropriate non-functional attributes can be proposed.
Implementation also requires understanding of usage scope.
With regard to this, feature can be coded in the most efficient
way, using the most appropriate technologies.
Potentially, in order to implement what is needed developer
can start guessing what the feature is intended to be used for.
While delivering maximum value to the customer is the core
philosophy of lean, guessing can prevent team from fulfilling
this principle (Hurwitz & Demacopoulos 2009; Lean
aerospace). In this way feature implementation can be
technically correct, however suboptimal.
On the other hand developers can start searching for this kind
of information by asking customer. As was already noted,
customer reply can cause waiting. This method can potentially
introduce waste and impede the development process,
therefore should be avoided.
Customer involvement to the process can prevent this kind of
complications. Hibbs (2009) in the book “The Art of Lean
Software Development” highlights the importance of customer
participation in the development process. Customer’s
representative who has a clear understanding of the vision,
which has to be transferred to the team, could directly explain
the intends if participating more in the development process.
Since customer representatives participation in development
can increase development cost, short and often meetings with
representative are also suggested by Hibbs (Hibbs, 2009).

6. Process perception

Empowering the team is one of the core principles in lean
software development which is adopted by the development
unit. It allows the team to be more flexible in the development
process by choosing tactics and development methods which
are best suited for a specific case (Shalloway, 2010).
Streamline framework proposes high level description of the
processes which should be followed during the development
of the feature, while still leaving a space for the process

decisions  on  a  detailed  level.  It  is  the  team  who  knows  in  a
better way what is the best for them, therefore it is the team
which is responsible for the process (Shalloway, 2010).
During the interviews respondents were asked to describe the
lifecycle of a feature they work on. The purpose of this
question was to find out more about the process from the team
perspective. The results show that team members whose work
is not directly related to the management activities had
difficulties with answering it. Questions about the phases or
stages of the feature development process were also
challenging for the interviewees. This has made an impression
that not all the team members have a clear understanding of
the development process. This is most likely to occur since the
team investigated in the research is relatively new and team
members are new to their roles.  Despite this fact, the lack of
common understanding of the process still indirectly
influences the work. Without having a clear knowledge about
the process, it is difficult to suggest improvements to it.
Therefore most of the activities which are done throughout the
development process assumed to be best and could not suggest
further improvements to be done. This is one of the challenges
faced by the management, dealing with which will make
improvements suggestions coming from teams even more
efficient and constructive.

7. Competence

In streamline development feature teams are organized as
cross function teams with all the core competencies i.e.
design, testing and management as explained in the SD
section. This competence is used in development of the feature
in the program execution state.  The teams have full
responsibility of the project during the program execution
state. In this, SD gives the teams more responsibility as well as
freedom in their activities to make decisions as recognized by
Poppendieck (2003). This way of working creates an
opportunity to share knowledge in the team and also the
feedback loop in the team is shortened since all people are
working together.

As means to check for core competence needed to develop a
feature, in the “activity and release planning loop” resources
are allocated to the feature, these may include tools, people
and learning. However findings indicate that, delays are likely
to occur due to lack of some competence in the team.  One of
the facts which may result into lack of competence may be
attributed to the nature of the current volatile technological
environment. New tools emerge time to time implying that
people have to gain competence to operate them.  An example
can be revealed in function testing where a new testing tool
TTCN was introduced; this caused a deduction on the number
of test cases produced in one week from five to one or two.
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The deduction in test cases, make it clearly that lack of
competence in a team is a potential bottle in the development
life cycle of a feature. As means of curbing the situation since
streamline development there is continuous analysis and
knowledge creating activities, the company tries to introduce
courses on each new technology introduced; however adoption
is a process which needs time and people’s acceptance to the
change. This can be argued for from the technological
adaptation curve by Bohlen, et al. (1957), where some people
may take less time to adapt new technologies while others
may take longer time.

8. Feedback

The ability to exchange information in an efficient way
between the development teams and other stakeholders in the
development life cycle of the feature has a great impact on the
lead time.  Much as the team has got the core competence to
develop the feature it still needs support and feedbacks from
external parties. For instance feedback from the product
activation team, the system owner, the line organizations and
standard organizations is crucial for the feature team.
According to the interviewees, getting information regarding
the architecture from outside the team can lead to waiting.
This kind of waiting creates a potential bottleneck in the
development life cycle. Another analogous example described
by interviewees are waiting for documentation approval from
management or waiting for customer’s feedbacks. These
problems of waiting and delays can further be explained using
lean philosophy.

 In lean waiting is considered as a waste, due to the fact that it
results into delays. Delays in turn prevent the customer from
getting a product quickly. The time between giving question
and getting an answer from any stakeholder is considered a
waste (Hibbs, 2009). For instance Shalloway (2010) defines
the time from asking customer a question until getting an
answer as a common delay in software development. On the
other hand, “If people are immediately available, there is no
delays and development continues at full speed” (Hibbs, et al.,
2009). Therefore waiting for documentation approval, waiting
for feedbacks and waiting for anything during development is
a bottleneck that can hinder the speed of the development
cycle.

VI. CONCLUSION

This research has explored the development life cycle of a
feature with the main purpose of identifying possible
bottlenecks that are hindering the development process. The

results presented here are after a case study with one of the
development unit at Ericsson AB.
Using lean principles as a theoretical base the following
bottlenecks were identified:

1. Task switching
Task switching, which is seen as a waste in lean
philosophy, has been mentioned by almost all the
interviewees in this study. It hinders the development
process in that team members lose focus when they
change between tasks.

2. Competence
When new things are introduced, there will be
members whose competences are affected, due to
lack of experience. For instance in this research it
was noted that time required for function testing
doubled after introducing a new testing tool.

3. Feedback
While feedback among team members is fast, outside
communication sometimes take long time. For
example, some of the documents have to be approved
by the management before the team can continue.  In
case if there is only one person who can approve (or
give feedback) it can potentially result into delays.

4. Evaluations considerations
In  the  end  of  each  project  the  team  gives  an
evaluation report for the management on suggesting
improvements for future projects. However some
interviewees mentioned that not all of the suggestions
are considered, as a result the team continues to work,
having the same problems unsolved, which might
cause delays.

5. Communication chain
Having a long hierarchy chain between teams,
management and customers can lead to loss of
information, for example communication between the
system manager and a customer includes a product
manager who sometimes might miss some details of
the requirements.

6. Feature context
Complete understanding of the usage of the feature
can affect the speed of the development process.
Developing the feature and not knowing its exact
usage in the whole system increases the chances of
misunderstandings the requirements.

7. Process perception
Lean philosophy encourages full understanding of the
process. Not having a clear understanding or enough
knowledge about the process in which the
development unit works makes it difficult to suggest
improvements.
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8. Documentation
Documentation makes the development process
easier to understand and the product easier to
maintain, which can be linked to one of the principles
in lean philosophy – knowledge sharing. An example
could be the architecture description, which is
supposed to provide only high level guidelines for the
team to implement the feature. Having no document
where to refer in case of uncertainty might cause a
delay. As there is only one architect for two or more
teams, sometimes it is impossible to get the
immediate feedback or suggestion for solving the
problem.

The bottlenecks identified here in this research can be taken as
challenges which need to be addressed not only to the
development unit in question but also other organization
working with feature development. Addressing them and
looking for possible solutions can be beneficial in that it may
result into a decrease in lead time and also improve the end to
end flow.
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