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Abstract

Software architecture plays a vital role in software development, and so does software architecture documentation. Practitioners have been documenting architectures for many years, but researchers have started pointing out problems in software architecture documentation, which in their point of view are hindering true benefits of architecture documentation to reach the industry. In this thesis the problems associated with software architecture documentation are described, and a new method to document software architecture (Rationale Focused Software Architecture Documentation (RFSAD)) is proposed to address those mentioned problems.
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1. Introduction

Software architecture (SA) as a concept was presented the first time in 1968 by Edsger Dijkstra and later by David Parnas in 1970. They stressed that the overall structure of a software system has its importance and the wrong structure can lead to the wrong system [1]. In 1990 the research on software architecture was increased, and mainly focused on architectural styles, architecture documentation (AD), architecture description languages and formal methods [2].

The concept of Components and connectors was introduced in 1996 by Mary Shaw and David Garlan of Carnegie Mellon university. The first formal standard in the area of software architecture documentation (SAD) is ANSI/IEEE 1471-2000 which has also recently been adopted by ISO as ISO/IEC DIS 42010 [3].

From the above introduction it is clear that the software architecture documentation is a new field. Although professionals have been documenting their proposed software architecture for many years, but as mentioned above the first ever formal effort made to develop a standard for software architecture documentation was done in year 2000 [3].

Many informal approaches are used to document software architecture, including boxes and lines and simple class diagrams [4], and at least half a dozen formal methods exist for software architecture documentation [5]. Because of being a relatively new field in software development, software architecture documentation is facing different kinds of problems. These problems include linking requirements to design decisions, documenting and managing design decisions and other problems or limitations in existing SAD methods. One of the major problems identified by researchers [8], [9], [26], [28], [15], [29] in SAD is the explicit representation of design rationales.

This thesis conducts a literature study and identifies problems associated with SAD. It also proposes a new method to document SA, the Rationale Focused Software Architecture Documentation (RFSAD) method, as a solution to eradicate identified problems. Furthermore, this thesis discusses efforts made so far to capture and manage design rationales (DR) and analyzes different DR tools.

1.1 Problem formulation

This section presents a summary of problems associated with software architecture documentation which motivated the author to conduct this study. Software architecture documentation suffers from a number of fundamental problems. Those problems range from the definition of software architecture to problems caused by the existence of multiple SAD methods. There are different definitions available of software architecture e.g. [25], [53], [8].

Problems like lack of description of design rationales, lack of traceability between requirements and corresponding design decisions, and their consequent effect to both product and process are topics really needed to be focused on today. From the above discussion it is clear that there is a strong need to emphasize on software architecture
documentation to solve above mentioned problems. The Question “How to improve Software Architecture documentation?” is the research question of this master thesis.

1.1.1 Aim
The aim of this research is to analyze weaknesses of different SAD methods and to propose a new method for documenting software architecture.

1.2 Importance of the research question
Per Sundblad [18] describes that, according to studies performed by companies such as the Gartner Group, the Standish Group, and IDC, a majority of software development projects failed to produce anything useful at all and also failed to support and satisfy business needs. The author later describes that the main reason behind that failure was the fact that software architects could not understand and transform business requirements into reliable software architecture.

Lex Bijlsma [19] defines software architecture as defining the global structure of a system, its components and the relationship between those components. If software architects design the wrong system, the maintenance cost would be very high. Different stakeholders have different requirements which are often contradictory [19]. This also depicts the importance of the role of a software architect, as s/he has to deal with different kinds of requirements and have to design an optimized solution to meet the needs of all concerned stakeholders.

Software architecture definitions page [20] at SEI’s website describes it as: “Software architecture forms the backbone for any successful software-intensive system. Architecture is the primary carrier of a software system's quality attributes such as performance or reliability. The right architecture - correctly designed to meet its quality attribute requirements, clearly documented, and conscientiously evaluated - is the linchpin for software project success. The wrong one is a recipe for guaranteed disaster.” [20]

This describes the importance of the software architecture phase in the software development life cycle. A lot of efforts have been made to develop methodologies to capture and design user requirements in an efficient way, but less concentration has been spent on how to document that proposed design. And a good software architectural design would be useless if it would not be able to convey itself to stakeholders. When software architecture documentation is related to software architecture itself, it can be concluded easily that to describe and present a proposed architectural design, a good documentation is needed, which proves the equal importance of SA documentation along with SA.
1.3 Report outline

Chapter 2 discusses the research methodology. Chapter 3 discusses different software architecture documentation methods as well as problems identified in them. Chapter 4 presents the new SAD method, the Rational Focused Software Architecture Documentation (RFSAD) method, while Chapter 5 presents the evaluation of RFSAD in comparison with other SAD methods. Chapter 6 discusses different design rationale capturing techniques and tools. Chapter 7 discusses strong and weak points of the RFSAD method as well as presents reflections on the future of SAD methods. Chapter 8 presents a summary of the overall work.
2. Methodology

Since the objective of this thesis is to propose a new method to improve software architecture documentation, the design research [21] or improvement research\(^1\) approach will be followed throughout the thesis work. The general phases of design research as described by [21] are awareness of problem, suggestion, development, evaluation and conclusion, as described by the figure 1.

![Figure 1: The general methodology of design research [21]](image)

**Awareness of Problem:** Awareness of a problem as the name suggests is the awareness of an existing or future problem which can come from different sources. The output of this phase is a Proposal for a new research effort.

**Suggestion:** In Suggestion phase, suggestion/s for a problem solution made from the current knowledge or theory base for the problem area [21].

**Development:** The Tentative Design is implemented in this phase [21].

**Evaluation:** After the development phase, the constructed artifact is evaluated against criteria, which is made in proposal phase. Both quantitative and qualitative deviations from the selected criteria are noted carefully [21].

---

\(^1\) Design research sometimes called as improvement research due to its problem solving nature.
**Conclusion:** This phase is considered as the finale of all the research effort made. The consolidated results and knowledge gained in the effort is summarized here along with any deficiency in the research, which could become basis for further research [21].

2.1 Research approach

Design research approach is used in order to carry out research. After the proposal phase a thorough literature study was conducted. The literature study surrounded software architecture documentation standards, problems in software architecture documentation, problems related to software architecture documentation standards, reviews of professionals about software architecture, its standards, and problems and future. IEEE explore, ACM library and Chalmers digital library were used as main sources of knowledge.

In the development phase the tentative method was given a shape. In the beginning it was aimed that the new method would be implemented by a using real time system requirements as well as Krutchen’s 4+1 view method and IEEE 1471 standard followed by a comparative analysis of that implementation, but due to short span of time it was decided to exclude this from the scope and would be done in future.

In order to compare the new method with other available methods, in evaluation phase the new method is discussed in comparison with Krutchen’s 4+1 view and IEEE 1471 standard. The basis of that comparison is a criteria, which is developed from the existing problems associated with SAD mentioned by researchers, as described in” problems with existing SAD methods” section. That evaluation is not a thorough one because of lack of resources. A detailed comparative study is needed in order to prove the effectiveness of the new method.
3. Theory

This chapter presents different software architecture documentation methods and identifies problems associated with them. In subsection 3.1, different software architecture documentation methods are described. Subsection 3.2 describes different problems associated with various SAD methods. Subsection 3.3 describes the criteria for a new method to document software architecture.

3.1 Software Architecture Documentation methods

In this section different SAD standards are described in order to show the sequence of steps in order to document software system’s architecture.

3.1.1 The IEEE 1471 standard

The IEEE 1471 [12] standard does not provide any guideline on which sequence of steps to follow in order to document software architecture. However the following steps can be derived as a way to produce architectural views in order to comply with the IEEE 1471 standard. These steps are taken from [17]. The authors in [17] are trying to develop a way to produce architectural views as described in IEEE 1471 standard. The first step is to develop stakeholder profiles. A stakeholder profile is a table that holds descriptions of attributes about a particular stakeholder (see Figure 2).

<table>
<thead>
<tr>
<th>Attribute</th>
<th>Content</th>
</tr>
</thead>
<tbody>
<tr>
<td>Title</td>
<td>CEO finance</td>
</tr>
<tr>
<td>Goals</td>
<td>Deliver good financial planning and reporting</td>
</tr>
</tbody>
</table>
| Tasks     | • Financial reporting  
            • Mgt reporting  
            • Product control (profit&loss)  
            • Raroc reporting |
| Concepts  | Financial data, various kinds of reports, risks, budgets (medium term planning) |
| Concerns  | • How do I deliver correct and reliable information?  
            • How to receive/deliver financial data from/to other parties that are consistent with their reporting (Market Risks, Credit Risks) |

Figure 2: Sample stakeholder profile [17]

Step 2 in the IEEE 1471 standard is to document and summarize internal architectural decisions. The goal of this step is to produce an overview of the architectural information that makes it possible to reason about the relation of this information to the concerns of the stakeholders [17]. To see an example of how to summarize information, (see Figure 3).
Example of textual summary of internal design documentation

Main architectural statements for new application architecture of Market Risks
- One system for all regions and business units
- Use of a common data warehouse together with business unit Y
- Application functions built as services that can be invoked over a message bus
- Better systems
- Great reduction in number of internal and external interfaces

Figure 3: sample textual summary of internal design documentation [17]

**Step 3** in the IEEE 1471 standard is to relate architectural decisions to concerns of stakeholders. In this step internal architectural decisions are related to stakeholders concerns and the deliverable of this phase is a table showing relationship between decisions and concerns (see Figure 4).

<table>
<thead>
<tr>
<th>Architectural statements</th>
<th>Concerns</th>
<th>CEO, CIO</th>
<th>CEO, Business managers</th>
<th>Business managers</th>
<th>CIO</th>
</tr>
</thead>
<tbody>
<tr>
<td>One system for all regions and business units</td>
<td>One system will greatly reduce the complexity, but the migration can be very complex.</td>
<td>How do I simplify the IT operations?</td>
<td>How can new products be introduced more quickly?</td>
<td>How can we improve the quality of our work?</td>
<td>How can I reduce system development costs?</td>
</tr>
<tr>
<td>Use of a common data warehouse together with business unit Y</td>
<td>A common datawarehouse will reduce the number of interfaces from 50 to around 10</td>
<td>How do I reduce system dependency?</td>
<td>How can the information system be changed more quickly?</td>
<td>One system will bring time to market to 3 months (instead of 12)</td>
<td></td>
</tr>
</tbody>
</table>

Figure 4: Decisions to concerns table [17]

**Step 4** in IEEE 1471 is to develop viewpoints. A viewpoint describes what the architectural views mean to the concerns of stakeholders. A viewpoint is captured for each view to be produced. IEEE 1471 provides a template to develop viewpoint. Figure 5 describes a sample viewpoint.
Viewpoints results in architectural views. Following is another example of a viewpoint.

<table>
<thead>
<tr>
<th>Viewpoint element</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Stakeholders:</strong></td>
<td>Management Board, Chief Information Officer</td>
</tr>
<tr>
<td><strong>Concerns:</strong></td>
<td>Show the top-level relationships between geographical sites and business functions.</td>
</tr>
<tr>
<td><strong>Modeling technique:</strong></td>
<td>Nested boxes diagram. Blue = locations; brown = business functions. Semantics of nesting = functions performed in the locations.</td>
</tr>
</tbody>
</table>

**Figure 5: Sample viewpoint [17]**

And the resulting view from this viewpoint is shown in Figure 7.
3.1.2 SEI’s View and Beyond (V&B)

This section is a summary of the article “A Practical Method for Documenting Software Architectures” by Paul Clements et al [10]. SEI’s V&B [51] approach suggests architects to start by thinking in three directions at once i.e.

1. How the system is going to be structured as a set of code units?
2. How the system is to be structured as a set of run time elements?
3. How to relate system to non-software structures in its environment?

V&B calls these directions view types and categorizes them as module view type, component and connector view type and allocation view type. In module view type, modules are presented as a set of code units. Modules usually fulfill unique responsibility and are assigned to different development teams. The relation shown between different modules in module view includes is-a, is-part-of and depends-on.

In the Component and connector view type, the relationship between components (principal units of computations) and connectors (communication link) is shown. This view type helps to think like what are the main components of the system and how they are connected to each other, how system structure changes at runtime.

In the allocation view type, relationship between software and elements of external environment is shown. Allocation view answers questions like which element of software will execute in which processor? Which external devices will be used by the system and to which processor those devices are connected?
While developing these view types, V&B recommends the following styles. According to [10] styles represent known design approaches to architectures. In the C&C view type, many styles are well known. By restricting the components to interact via a client-server request-reply connector, and by restricting the communication paths among the elements, a client server style emerges.

<table>
<thead>
<tr>
<th>View types</th>
<th>Styles</th>
<th>Views</th>
</tr>
</thead>
<tbody>
<tr>
<td>Module</td>
<td>Decomposition</td>
<td>Views applied to particular systems</td>
</tr>
<tr>
<td></td>
<td>Generalization</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Uses</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Layers</td>
<td></td>
</tr>
<tr>
<td>Component-and-connector</td>
<td>Pipe-and-filter</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Shared data</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Communicating-processes</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Peer-to-peer</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Client-server</td>
<td></td>
</tr>
<tr>
<td>Allocation</td>
<td>Work assignment</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Deployment</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Implementation</td>
<td></td>
</tr>
</tbody>
</table>

Figure 8: Styles are specializations of view types and views are styles applied to a system. [10]

When styles are applied to a particular system, views are generated. Software architecture document according to V&B is the collection of relevant views and documentation of those views. V&B recommends following a systematic approach to develop views. That approach consists of the following steps.

**3.1.2.1 Produce a view list**

In this step stakeholders and their relevant views are analyzed. And a stakeholder/view table is developed. Once rows and columns are defined, then level of detail for each stakeholder for a particular view is filled.
Step 2: In step 2 the selected views are combine. The proposed method of prioritizing is first views with overview level of detail are observed and looked if related stakeholders could be satisfied by other views. Next step is to look for views which can serve instead of other views. These views are called combined views.

Step 3: guides architects in a way that it provides guidelines about which views should be developed earlier than others. Some stakeholders like project managers or top management, needs information for example to allocate human resource and this should be done before any other view. This was all about how to develop views. V&B also guides architects how to document views.

3.1.2.2 Documenting views

V&B provides a standard template, independent of views. That template records almost everything related to a certain view. To explain that template is out of the scope of this thesis. The whole V&B approach can be seen in detail at [51].
3.1.2.3 The "B" in V&B

V&B guides architects when they finished with developing and documenting views, towards documenting information which is relevant to two or more than two views or relevant to the whole system. V&B calls this phase the "Beyond" phase. V&B provides a template to document "Beyond" information, again to describe that template in detail is out of the scope of this thesis. The V&B can be viewed in detail at [51].

3.1.3 4+1 view

4+1 view [13] consists of five views each aimed to satisfy different set of stakeholders. The first four views represent the logical, processing, physical, and developmental aspects of the architecture. The fifth view consists of use cases and scenarios.

![Figure 11: The 4+1 view model](image)
**Logical view:** The logical view shows how the system is decomposed into set of key abstractions. Objects and classes are the main elements presented in this view. Usually class diagrams, sequence diagrams and collaboration diagrams are developed to show the logical view of the system [14]

**Development view:** The development view is used to describe the modules of the system. Modules are bigger building blocks than classes and objects and vary according to the development environment. Packages, subsystems, and class libraries are all considered as modules. Usually package diagrams are developed to show development view. [14]

**Process view:** The process view describes the system’s processes and how they communicate. It captures the concurrency and synchronization aspects of the design. Usually activity diagrams are developed to show process view [14].

**Physical view:** The physical view describes how the application is installed and how it executes in a network of computers. Deployment diagrams are usually used to show physical view of the system [14]

**The Plus-One view:** The "plus-one" view of the 4+1 view model consists of use cases and scenarios that further describe or consolidate the other views. Use cases are used to explain the functionality and structures described by the other views. Some of the other views also utilize use cases, like logical view utilizes use cases in development of sequence diagrams [14].

### 3.2 Problems with existing SAD methods

This section presents problems associated with software architecture documentation which motivated the author to conduct this study. Those problems are discussed as under.

#### 3.2.1 Dynamic and static taxonomies of SAD methods

From the software architecture documentation methods described in the previous chapter, those methods can be categorized into static and dynamic. Static SAD methods are those which have fixed number of architectural views e.g. 4+1 view method have five fixed number of views, while dynamic methods are those which do not have any limit on number of architectural views. Clements [10] describes the same idea as, Rational Unified Process (RUP) [54] which is based on 4+1 view method and both methods focus on a fixed set of views. But the recent trend is to develop architectural views according to the needs of stakeholders.

Clements [10] further adds that documenting distinct views for stakeholders, which are not haphazardly mixed helps readers to digest information quickly and to see how the system is structured into a set of well-separated but mutually-supporting design spaces. Clements [10] supports V&B approach and describes that it is free from the confines of a fixed set of views, and the architect is free to choose exactly those views which are appropriate for the system.
Paul Clements in [7] states that IEEE 1471 begins with stakeholders and their concerns. These concerns are listed explicitly, and then viewpoints are developed that (together) satisfy the stakeholders and their concerns. Finally, views are developed to describe the architecture. Those views are based on previously developed viewpoints. Thus with the 1471 approach, we have

\[ \text{Stakeholders/concerns} \rightarrow \text{viewpoints} \rightarrow \text{Views} \]

Documenting a style as a view is done if the view has an important stakeholder/concern constituency. Thus with the V&B approach, we have

\[ \text{Structures/styles} \rightarrow \text{chosen to document based on Stakeholder/Concerns} \rightarrow \text{Views} \]

Thus, both 1471 and V&B will produce an architecture document that consists of a set of views that satisfy the concerns of the architecture’s key stakeholders. However Paul Clements et al. in [10] states that “IEEE 1471 provides a philosophical foundation and a small number of guidelines but does not prescribe how to construct a usable documentation package.”

When the dynamic architectural documentation models like IEEE 1471 or V&B methods are compared with the fixed one like 4+1 view method, the 4+1 view method gives strong rationales on how to categorize views, but it does not give clear guidelines to architects about, how to document individual views. Since the original article by krutchen [13] presents examples in a language other than UML, there is not a clear guidance about which UML diagrams should be developed for which views.

Different people use their perception to develop different diagrams for same view, and same diagrams for different views. For example [14] describes that the logical view can be described by class diagram, sequence diagram or collaboration diagram, and the process view can be described by activity diagram, while [16] describes that the logical view is possible to document by class diagram and object diagram. The author dedicates collaboration and sequence diagrams for process view.

It is stated by krutchen [13] that the standard is flexible and some systems may require additional views, e.g. a data view and a security view, but the standard does not provide guidelines how to relate those views to traditional views.

### 3.2.2 Design rationale and SAD methods

The documentation of design rationales as considered in IEEE 1471 and V&B differ from each other. According to [9] both IEEE 1471 and V&B are deficient in several ways. For example, the former provides a definition of design rationale without further elaboration, while the latter provides a list of elements that comprise rationale without justifying why these elements are important and how the information captured is beneficial in different contexts. Moreover, it is not clear what types of specific information should be captured as design rationale. Capilla et. al. [26] also mentioned that although V&B stresses the
need of capturing architectural design rationales, but they do not mention how to record them for future use.

The existing approaches not only lack in clearly documenting architecture design rationales, they also provide not enough guidelines on how to capture and maintain the details on which design decisions are based. These approaches also do not provide enough guidelines on how to document different types of design information (such as patterns, styles, tactics and others). Such information represents architecturally significant knowledge, which can be valuable throughout the software development lifecycle. This lack of capturing and maintaining details about design decision can increase involvement of tacit knowledge in software development process [15].

Errors and tacit knowledge in SAD can contribute to ambiguities in later stages of software development process. Jon Bosch [8] indicates few more problems associated with software development process in general and software architecture in particular. He proposes new definition of software architecture and suggests that existing problems of software architecture are caused by knowledge vaporization.

All knowledge associated with domain analysis, architectural and design patterns and design decisions are embedded in software architecture. But there is a lack of first class representation of these design decisions in software architecture document. And due to that the knowledge associated with these design decisions is lost and secondly design rules can easily be violated in case of change in software architecture.

If design rationales are specified in a software architecture document, it is not mentioned that why a certain decision is preferred from its alternative potential choices? There is a clear lack of representation of alternative design choices in software architecture documentation practices [9].

3.2.3 Is architecture and design the same thing?

Since software architecture is comparatively new field, it is not explicitly mentioned in usual SDLC (software development life cycle) phases [55] which includes project planning, requirement analysis followed by design, implementation, testing and support. However, generally the design phase of an SDLC is divided into two sub phases i.e. architecture and design. Division of a phase into two sub parts causes confusions in minds of professionals and they start to mix both of them. In those cases in software architecture document, there is more detailed design than architectural design and the essence of both architectural and detailed design is lost. Kazman [6] have also discussed this idea and have described that both architecture and design are used as synonyms, which has created a wasted overlapping and imprecise communication.

3.2.4 Traceability between requirements and design decisions

Software architecture has major contribution in fulfilling of non functional requirements and quality goals, but usually before developing architectural artifacts, these requirements are not thoroughly considered and if considered, the design rationales chosen to fulfill those goals are not described. Moreover the connection between requirements and
corresponding design decision is not specified, which contributes more tacit knowledge involved in software development process. Capilla [28] have also discussed the need of traceability between requirements and design decisions.

### 3.2.5 Problems related to UML and concerning stakeholders needs

A view in the 4+1 view model consists of UML diagrams and the 4+1 view model itself is a combination of views. According to [10] "UML diagrams provide notational approaches but do not help to convey the wealth of supplementary information necessary for someone to understand architecture. So the 4+1 view clearly lacks the necessary information to stakeholders.

The set of stakeholders for software architecture document is wide spread, and among those stakeholders there are project managers, clients and users, which are usually ignored (particularly clients and users). Stakeholders particularly clients and users are not technical enough to understand technical and complex diagrams which are developed usually in UML.

### 3.2.6 A lot of SAD methods!

Different methods have been proposed from different organizations and researchers, to document software architecture and to address the existing problems, this has lead to another problem “the vaporization of strategic decisions” as different standards tend to attack on the same problem from different ways, and if a certain standard will be used, benefits offered by other standards will be ignored.

### 3.3 Other factors affecting SAD

Apart from the factors mentioned above, there are some other factors which are not directly related to software architecture documentation but are affecting it. Those factors are related to definition of software architecture and defining its role in software development life cycle. It is obvious that in the presence of ambiguities, misconceptions and contradictions related to definition of software architecture itself, the objective of achieving high quality documentation can not be accomplished. In this section those factors are mentioned.

#### 3.3.1 Difference between architecture and detailed design

Different opinions exist about the question that “is there any difference between software architecture and detailed design?” Some people think that architecture and design are the same, other school of thought says that architecture is at a level of abstraction above design. Kazman in [6] describes “The lack of a clear distinction among “architecture”, “detailed design” is the cause of much muddy thinking, imprecise communication, and wasted, overlapping effort. For example, “architecture” is often used as a mere synonym for “design” (sometimes preceded with the adjective “high-level”). And many people use the term “architectural patterns” as a synonym for “design patterns.””

In practice, both architecture and design terms are used to describe the same concept by research, industry and academia [24]. During writing of thesis report, the author met with experienced developers of some company. All of them had ten or more years experience
in software development in industry. When we talked about the difference in architecture and design, All of them explicitly expressed that they were even not had an idea about such a concept. In their views both concepts were the same. During my own personal experience in industry, usual SDLC steps performed were analysis followed by design phase. After the design phase implementation, testing, deployment and support were performed respectively.

The artifacts which were produced during design phase were functional specification document, use case diagrams, sequence/collaboration and class diagrams. The class diagrams were usually detailed and were used to generate code through CASE tools. A database design was also prepared during design phase. The same pattern was followed for most of the applications. For some applications the architectural design was developed and the ‘architecture’ consisted of a big box and lines diagram of whole system printed on plotter and a big data flow diagram of whole system which was also printed on plotter.

Siemens catalog [23] describes software architecture and design patterns at the same level [24]. It is common in student projects that there is usually not a separate architecture document, but it is a part of design document and all the ‘architecture’ consists of a box and line diagram of the whole system. Rick kazman et. al. [24] describes criteria which are known as intension/locality criteria. According to that, software architecture consists of non-local and strategic statements, where as design consists of local, intentional and tactical statements. The authors go one level deeper and define source code as set of local, extensional and implementation statements.

### 3.3.2 Different ambiguities are still present in definition of SA

Along with the presence of different software architecture documentation standards, there exit strange definitions of software architecture at the same time. E.g. [25] defines software architecture as “The design of application or system software that incorporates protocols and interfaces for interacting with other programs and for future flexibility and expandability. A self-contained, stand-alone program would have program logic, but not software architecture.”

It is strange to see this kind of definition of SA in this age and surprisingly not in old literature but in modern encyclopedia.

#### 3.3.2.1 Criteria for a new method

When the above mentioned problems related to SAD are considered, they seem to revolve around some common factors. Those factors include documenting design rationale; satisfying different stakeholders’ concerns including non technical ones, traceability between requirements and architecture are the main factors. Documenting other supplementary information for example, documenting current status of the decision and documenting different architectural patterns used are also important.

There is a strong need to not to limit the number of architectural views and the choice of views should be left to the architects. Stakeholders’ needs in terms of communicating
architectural knowledge should be taken care. There is a need to add all these things in the existing SAD methods as well as to increase compatibility between different methods so that they can complement each other. SAD methods should be easy to follow and flexible with substantial amount of practical guidelines and examples should be provided to avoid ambiguities. All the above facts were thought as the requirements while developing the new method.
4. A Rationale Focused Software Architecture Documentation method (RFSAD)

The proposed new method consists of four steps. Each step consists of both documenting related information and drawing architectural diagrams.

4.1 Step 1: Documenting functional requirements and decisions

The first step consists of documenting functional requirements (if not already documented) and writing down corresponding design decisions. This can be done by creating a requirements-decision table. Then, writing down other alternative potential design choices, followed by writing reasons for the preferred ones. The next thing to do is to record if the requirement and selected decision are still valid or has been discarded? A requirement might be discarded due to e.g. changing customer needs and decision could be discarded due to several factors e.g. money, time, labor etc.

If the functional requirement would be discarded due to the wrong interpretations of customer’s views, then its corresponding design decisions should also be considered invalid. This is to prevent orphaned design decisions which may lead to orphaned piece of code and modules. Next step would be to record which patterns or styles are used. The last thing would be to draw architecture views detailed enough to depict resulting state of the complete system or parts of the whole system due to the selected design decision.

<table>
<thead>
<tr>
<th>Functional requirement/Requirement number</th>
<th>Design decision</th>
<th>Alternative potential design choices</th>
<th>Reasons of preference and discarding</th>
<th>Status of requirement and decision</th>
<th>Pattern/style used</th>
<th>Architectural views</th>
</tr>
</thead>
</table>

Table 1: documenting architecture related to functional requirements

4.2 Step 2: Documenting emergent qualities

The second step is to document emergent non-functional requirements or emergent qualities and link them with their corresponding functional requirement and design decisions. Emergent qualities can be defined as the requirements emerged from a design decision.

In the requirements phase, functional and system level non-functional requirements are documented and during subsequent architectural phase, due to architectural decisions, some new requirements emerge, and are usually not documented (it is thought that since requirements are already documented, there is no need to update existing requirements document) hence allowing orphaned pieces of code to exist, which causes problems during the maintenance phase or during new releases or increments. Since the requirement document is not updated after the architectural phase and these qualities emerge during the architectural phase, the software architecture document seems like the best suited place to record these requirements and their corresponding design decisions.
Moreover, emergent qualities are often ignored e.g. the security requirements for a university admissions management system could be to prevent unauthorized access by using username and password. But during the architectural phase if it is decided that a certain e-mail server will be used in order to send automated emails to applicants, that decision emerges new associated quality requirements, e.g. security requirements of that particular e-mail server.

And those requirements might not be considered during prior requirements gathering phase. These emergent requirements would be different in case of other e-mail server and the usual security requirements like login/password requirement for the whole application would still exist, independent of the choice of the email server or even not considering the email server at all. It means that emergent properties are separate from the traditional system level non-functional requirements, although they complement them.

The next thing would be to document other alternative potential design decisions and the reasons why selected decision has been given priority from the other ones. the next thing to do is to record that weather the emergent NFR and selected decision is still valid or not. If the primary FR in future would be de-activated or discarded, then the design decision to fulfill that requirement would also be discarded along with the emergent requirement and the corresponding decision would also be considered invalid.

If the emergent non-functional requirement would be discarded then its corresponding design decision would also be regarded as invalid. This is to prevent orphaned decisions while in analysis and design stage, and to orphaned piece of system in an existing system. Next thing is to document any pattern/style used, followed by the drawing architectural view to present resulting system.

<table>
<thead>
<tr>
<th>Emergent non-functional requirement</th>
<th>Functional requirement number</th>
<th>Design decision</th>
<th>Alternative potential design choices</th>
<th>Reasons of preference and discarding</th>
<th>Status of requirement and decision</th>
<th>Pattern/style used</th>
<th>Architectural view</th>
</tr>
</thead>
</table>

Table 2: documenting architecture related to emergent non-functional requirements

### 4.3 Step 3: Documenting system level non functional requirements and decisions

The third step is to prepare the system level NFR-Decision table and populate it with the alternative potential design choices and reason to choose the preferred one. The next thing is to document whether the NFR and the decision taken to satisfy NFR is still valid or not. If the NFR is discarded due to the wrong interpretation of customer’s views about their system, then the corresponding design decision should also be discarded. Documenting patterns/styles used will be the next step. The last thing would be to draw architectural view to pictorially describe the system.
<table>
<thead>
<tr>
<th>Non-functional requirement/requirement number</th>
<th>Design decision</th>
<th>Alternative potential design choices</th>
<th>Reasons of preference and discarding</th>
<th>Status of requirement and decision</th>
<th>Pattern/style used</th>
<th>Architectural view</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Table 3: documenting architecture related to non-functional requirements

**4.4 Step 4: Drawing the complete system**

The last step is to draw a diagram of the complete system, showing all the components and interfaces. It is also necessary to show all the interfaces with their input and output in the diagram. The next thing is to draw a high level class diagram for the whole system showing all the classes and their interaction.

**4.5 Optional material**

In special needs like, in case of stakeholders like clients, a box and arrow diagram showing complete system would be required. In case that the deployment of the system is tricky, then a deployment diagram would be needed. The essence of not developing these views as a regular activity is to avoid un-necessary efforts in documentation, and to do things only when needed.
5. Evaluation

The following section compares the RFSAD method with existing methods to document SA. As mentioned previously in Chapter 2, the basis of this comparison will be the problems mentioned in SAD by researchers. In order to combine identified problems and to make a comparison easy, the following criteria are used. These criteria are derived from the limitations and problems of SAD mentioned in problem formulation section.

1. Degree of presence of design rationale
2. Traceability between requirements and corresponding design decision
3. Degree of addressing the needs of non technical stakeholders
4. Description of reasons of neglecting or preference of potential design choices
5. Degree of dynamism (in terms of number of views and degree of liberty in terms of tailoring the specific SAD method to fit in with current needs)
6. Degree of guidance and examples
7. Degree of support in terms of recording history or iterations of design decisions.

These criteria are obtained after thorough literature study regarding software architecture documentation practices.

5.1 Comparison with established methods and standards

There exists at least half a dozen software architecture documentation methods [5] and few of those methods are well known. These methods include Krutchen’s 4+1 view [13], IEEE 1471 SAD standard [12] and SEI’s V&B method [51]. From the section “Taxonomies of SAD methods” of this report, both IEEE 1471 and SEI’s V&B method can be categorized into similar one while 4+1 view method can be thought as a method with fixed set of views and hence can be positioned at the opposite pole in terms of number of architectural views with reference to both 1471 and V&B methods.

The IEEE 1471 standard can be regarded as the broader one or more generalized as compared to the V&B method as the V&B method focuses on tiny details of documentation as well as describes steps to develop architectural views, whereas the 1471 standard is abstract in nature and presents general guidelines for software architecture documentation.

For the purpose of the evaluation IEEE 1471 is chosen from both the V&B and the 1471 standard as it is broader in nature. Krutchen’s 4+1 view method is also chosen.

5.1.1 Degree of presence of design rationale

According to clause number 5.6 of the IEEE 1471 standard, an AD should include a rationale for the selected architectural components. The standard further states that the AD should provide evidence for the consideration of alternative potential architectural choices and the rationales for the chosen architectural concepts. The standard however does not provide examples of presenting architecture design rationales, and also lack in presenting documentation guidelines regarding capturing and presentation of design
rationales. Ian Gorton et. al. [11] has also mentioned that IEEE 1471 gives a definition of design rationale but has not further elaborated it.

V&B [51] mentions that AD should document design rationale, but it do not given any kind of guideline on how to document them. Moreover, the method also lacks in specifying which kind of information should be regarded as design rationale. Ian Gorton [11] have also described it as it is not clear from V&B that which kind of information should be captured as design rationale. Capilla et. al. [26] also mentioned that although V&B stresses the need of capturing architectural design rationales, but they do not mention how to record them for future use.

When design rationale representation in 4+1 view [13] method is considered, it does not provide any guidelines to capture or document design rationales. The main focus of 4+1 view method is to develop architectural views and not to document supplementary information associated with them. According to Tang [44] the 4+1 view model suggests using design decisions, but there is a little detail on how they should be documented and used. On the other hand the RFSAD method provides a way to capture and document design rationales and supplementary information related to different architectural views. Design decisions as well as different alternative design choices, reasons for preference and discarding can be documented by using the RFSAD method. It also provides a way to document different patterns or styles used during architectural process.

5.1.2 Traceability between requirements and corresponding design decisions

The IEEE 1471 standard in clause 5.2 states that an AD should identify stakeholders’ concerns considered by an architect while developing architecture of the system. These concerns can be regarded as having direct relationship with the system’s requirements, because stakeholders’ concerns stem from requirements of the system and vice versa. However in the IEEE 1471 standard, there is no explicit focus on documenting or relating requirements with the architectural choices made.

The 4+1 view method focuses on developing architectural views, and it does not present any guideline on how to develop and document traceability between requirements and architectural choices made. The RFSAD method on the other hand provides a way to link requirements and the relative design decisions. It also provides a way to record current status of the design decision.

5.1.3 Degree of addressing the needs of non-technical stakeholders

The IEEE 1471 standard in its clause 5.2 refers to identifying concerns of the stakeholders considered by architect. Some of the stakeholders mentioned in the standard are users, acquirers etc. which are generally non-technical in terms of understanding the complex architecture diagrams e.g. technical UML diagrams. The standard also don’t
hinders architect in choosing representation language of the architectural views, and it thus facilitates in understandability of the architectural concepts.

Researchers and practitioners have no clear understanding on the usage (in terms of diagram types in each view) of the 4+1 view method. According to [13] logical view represents the end user functionality, and since original article by Krutch [13] presents architectural views in a language other than UML, there is a lot of confusion associated with choices of UML diagrams for each view. For example [14] describes that the logical view can be described by class diagram, sequence diagram or collaboration diagram, and the process view can be described by activity diagram, while [16] describes that the logical view is possible to document by class diagram and object diagram.

The question arises that how many percentages of end users are able to understand object diagram or class diagram or collaboration diagrams? The only view which depicts users’ interaction with the system is “Use case” view. But use case diagram do not convey sufficient information to user to understand it fully. As it is also described by [10] that UML do not help to understand the architectural aspects fully as it do not convey supplementary information attached with diagrams.

The RFSAD method allows architects to document architectural aspects of the system in such a way that non technical stakeholders can understand it. Step 5 of the RFSAD method allows architects to document architecture for non technical stakeholders in a language that they can understand, e.g. by using a box and arrow diagram. There is no restriction for the architect in choosing the view language.

5.1.4 Description of reasons of neglecting or preference of potential design choices

Clause 5.6 of the IEEE 1471 standard specifies that an AD should provide evidence of the consideration of the alternative architectural choices and rationales for the selected ones, which means that the IEEE 1471 standard stresses the need of capturing rationales for the architectural choices as well as, documenting the alternative design choices. However it does not provide guidelines on how to document them for future use.

The 4+1 view method does not focus on describing design choices; the main focus of 4+1 view method is to document the architectural views. The RFSAD method provides a way to document reasons (rationales according to the IEEE 1471 standard). Those reasons can be linked easily with requirements and hence traceability between requirements and design choices can be made easily.

5.1.5 Degree of dynamism

There is no limit in the IEEE 1471 in terms of the number of views. Any number of views can be developed to satisfy stakeholders’ needs. The standard revolves around stakeholders and their concerns and the main idea is to satisfy stakeholders’ needs. The standard is different from traditional SAD methods as stakeholder plays main role in architecture description. The traditional SAD methods are requirements driven, i.e.
architecture flows from a requirements document. But the IEEE 1471 standard places stakeholders in a position of prominence [7].

The 4+1 view method has five fixed number of architectural views, which constitutes to the logical, physical, development, process and use case views. Documenting architecture in limited set of views creates ambiguities for example satisfying more than one stakeholders needs in one view, which in turns creates lack of understandability (in terms of conveying architecture to stakeholders). [10] Describes that separate views for stakeholders, which are not haphazardly mixed, helps readers to digest information quickly and see how the system is structured into a set of well-separated but mutually-supporting design spaces.

Clements [10] also describes that 4+1 view method is limited to document architecture in a fixed set of views which hinders architects’ productivity. 4+1 view method also provides a little guidance towards tailoring of method in terms of neglecting certain views to meet the current documentation needs. The RFSAD method facilitates architects by providing them the liberty to develop as many views as they want. Those views are developed for all kinds of stakeholders ranging from technical stakeholders like detailed designers, implementers etc. to non technical stakeholders like clients and users etc.

5.1.6 Degree of guidance and available examples of implementation
The IEEE 1471 standard lacks in providing examples of implementation, and it has been understood differently by different researchers, for example [17] presents an interpretation of the IEEE 1471 standard which is different from [59] presentation of the SAD based on the IEEE 1471 standard. The reason of this is that, the standard only presents abstract guidelines for the architects and does not present examples or detailed guidelines.

The 4+1 view method has a tremendous amount of practical examples; perhaps it is one of the most commonly used SAD methods. But it suffers from the lack of available guidelines, and that is the reason behind different interpretations of practitioners in terms of UML diagrams for each 4+1 view. This creates confusion for the students, researchers and for the stakeholders.

The RFSAD method does not have any examples so far as it has not yet been implemented anywhere. The guidelines are very easy to follow, and the method is flexible to fit the needs of any kind of software system and stakeholder.

5.1.7 Degree of support in terms of documenting iterations of design decisions
Software architecture is an iterative process, and several design decisions are taken during that process. Design decisions also evolve by time and have their history which needs to be recorded [28]. Unfortunately none of the methods focus on recording the history or iterations of the design decisions.
## 5.1.8 Summary of evaluation

Table 4 presents the summary of the above discussion.

<table>
<thead>
<tr>
<th>Factors</th>
<th>IEEE 1471</th>
<th>4+1 view method</th>
<th>The RFSAD method</th>
</tr>
</thead>
<tbody>
<tr>
<td>Degree of presence of design rationale</td>
<td>Mentions the need of DR. Don’t provide an example.</td>
<td>No focus on documenting DR.</td>
<td>One of the main focus of the RFSAD method is to document DR.</td>
</tr>
<tr>
<td>Traceability between requirements and corresponding design decision</td>
<td>Not explicitly mentioned. But somehow a weak relationship can be established with architectural significant requirements and their architectural decisions.</td>
<td>Not possible.</td>
<td>One of the core features of the RFSAD method.</td>
</tr>
<tr>
<td>Degree of addressing the needs of non technical stakeholders</td>
<td>Focuses on all kinds of stakeholders involved.</td>
<td>Do not have explicit focus.</td>
<td>Allows architects to satisfy stakeholders’ concerns in their own language.</td>
</tr>
<tr>
<td>Description of the reasons of neglecting or preference of potential design choices</td>
<td>Focuses on documenting alternative choices and reasons or the selected ones.</td>
<td>Not mentioned.</td>
<td>One of the features of the RFSAD method.</td>
</tr>
<tr>
<td>Degree of dynamism</td>
<td>Flexible in terms of number of views, and choice of stakeholders involved.</td>
<td>Have fixed set of views. Provides little guidance when certain views can be eliminated.</td>
<td>Flexible in terms of number of views, and choice of stakeholders involved.</td>
</tr>
<tr>
<td>Degree of guidance and available examples of implementation</td>
<td>Do not provide detailed guidelines and practical examples.</td>
<td>Have a lot of examples available, but suffers from lack of guidelines. Not possible.</td>
<td>No practical implementation available. Guidelines are easy to follow and flexible.</td>
</tr>
<tr>
<td>Degree of support in terms of recording iterations of design decisions.</td>
<td>Not supported.</td>
<td>Not possible.</td>
<td>Not supported.</td>
</tr>
</tbody>
</table>

Table 4: summary of comparison of the RFSAD method with other available SAD methods.
5.2 Comparison with new SAD methods

Capila [28] have extended the 4+1 view method [13] and have presented an additional view in the method, which is named as the decision view. The authors [28] have emphasized the needs of explicit representation of design rationales in software architecture documents. The features of design rationale according to [28] are described as under. These features constitute the decision view.

Iteration number: Because software architecture is a result of an iterative process, and so as the design decisions. A design decision can have more than one, iterations associated and each need to be recorded.

Following iteration: It points to the following iteration in the design process.
Decision rule: Here the design decision is described in detail.
Decision rule number: Here design decision is given a number.
Following decision rule number: It points to the following decision rule number.
Patterns / styles applied: patterns or styles applied for a particular design decision are recorded here.
Associated use cases: Use cases related to design decision are documented here. It also represents relation between design decision and requirements.

Figure 12: Representation of the information included in the decision element [28].

When the criteria mentioned in the above section is applied to “the decision view” version of 4+1 view method in contrast with the RFSAD method, the following conclusions can be made.

<table>
<thead>
<tr>
<th>Factors</th>
<th>Decision view method</th>
<th>The RFSAD method</th>
</tr>
</thead>
<tbody>
<tr>
<td>Degree of presence of design rationale</td>
<td>One of the main focus of the decision view method is to document DR.</td>
<td>One of the main focus of the RFSAD method is to document DR.</td>
</tr>
<tr>
<td>Traceability between requirements and corresponding design decision</td>
<td>One of the core features of the decision view method.</td>
<td>One of the core features of the RFSAD method.</td>
</tr>
<tr>
<td>Degree of addressing the needs of non technical stakeholders</td>
<td>Do not have explicit focus.</td>
<td>Allows architects to satisfy stakeholders’ concerns in their own language.</td>
</tr>
<tr>
<td>Description of the reasons of neglecting or preference of potential design choices</td>
<td>Not mentioned.</td>
<td>One of the features of the RFSAD method.</td>
</tr>
<tr>
<td>Degree of dynamism</td>
<td>Have fixed set of views. Provides little guidance when certain views can be eliminated.</td>
<td>Flexible in terms of number of views, and choice of stakeholders involved.</td>
</tr>
<tr>
<td>Degree of guidance and available examples of implementation</td>
<td>No practical implementation available. Guidelines concerning to the decision view are easy to follow. There is not much guideline available on how to combine both 4+1 view method and the decision view and how to use them together. A few guidelines are available on how to combine both methods.</td>
<td>No practical implementation available. Guidelines are easy to follow and flexible.</td>
</tr>
<tr>
<td>Degree of support in recording iterations of design decisions.</td>
<td>Have explicit focus on documenting iteration history of design decisions.</td>
<td>Not supported.</td>
</tr>
</tbody>
</table>

Table 5: Summary of comparison of RFSAD with “The decision view” method.

When the decision view is compared with the RFSAD method in general, it can be said that both methods are close to each other in different aspects, for example both methods have explicit focus on documenting design decisions, having emphasis on traceability between requirements and design choices and documenting patterns or styles used. The RFSAD method relates requirements and their corresponding design decision and architectural view with each other, similarly the decision view method proposes a hyperlinked approach to achieve it, which means that the decision view can be deployed as a hyperlinked documentation on top of the other views.

Along with similarities, there are certain differences among both methods like the RFSAD method do not focus on documenting iteration number of both architecture document and design decisions. The RFSAD method relates requirement numbers with design decision while the decision view method focuses on relating use case numbers with design decisions. The decision view method, on the other hand does not focus on documenting alternative design choices as well as reason of neglecting potential design choices.

The decision view version of 4+1 view method, inherits certain drawbacks of 4+1 view method, for example fixed number of views, and satisfying more than one stakeholders concerns in one view etc. on the other hand it complements 4+1 view as it facilitates documenting design decisions.
6. Related work

There must be no doubt that researchers now have realized the importance of software architecture documentation. Some limitations and drawbacks in current SAD standards have been identified by research community as described in the theory chapter (Chapter X). One of the biggest drawbacks is about giving less importance to design rationales in SAD practices. In the conferences EWSA2005 [56] and WICSA2005 [57] both experts and attendees stressed the need of expressing and managing design decisions in software architecture documentation [26].

Efforts to capture and use design rationale are being addressed by researchers and practitioners in different aspects. New SAD methods are being developed with explicit focus on design rationales for example [28]. Another aspect of the addressing design rationales, are the ongoing efforts of development of DR capture tools and methodologies. Efforts regarding addressing DR in SAD methods are already described in the “comparison with new SAD methods” and “future of SAD methods” sections. In this section efforts regarding, development of DR capture tools is described along with defining DR and description of significance of DR in the views of researchers.

6.1 Design rationale

According to American heritage dictionary [27] rationale means “The fundamental reason or basis, an exposition of principles or reasons”. From the above definition is can be concluded that the word design rationale means a fundamental reason for the proposed design. Ian Gorten et al [9] define design rationale as “Design rationale (DR) captures the knowledge and reasoning justifying the resulting design. This includes how a design satisfies functional and quality requirements, why certain designs are selected over alternatives and what type of system behavior is expected under different environmental conditions”.

Capilla et.al. [28] define design rationale as “Design decisions represent the cornerstone to obtain suitable software architectures because they represent the rationale that motivated the election of architectural patterns and styles, the functional blocks that represent systems and subsystems in the architecture, the relationships among them and the control of the architecture”.

6.1.1 Significance of DR in the views of researchers

In usual practice after analyzing requirements, an architect takes some decisions and draws software architectural diagrams/views. And those architectural views are used in later stages of software development process, here a fundamental issue remains that those architectural views fail to present design decisions taken earlier by the software architect. All those design rationales are lost from documentation and becomes tacit knowledge of the architect. It creates a lot of problems in later stages of software development process. Some of them are indicated by Jon Bosch [8, 29] like, due to cross cutting and intertwined nature of design decisions; these can be easily violated in case of traditional software architecture documentation and can lead to high maintenance cost.
From the definition of software architecture presented by Jon Bosch[8], software architecture community can be divided into two groups, one believing in traditional components and connector definition of software architecture, while the other school of thought seems convinced by Jon Bosch’s[8] definition. He stress that the problem faced by software development community in later stages of development process can be solved by changing the traditional definition of software architecture from “combination of components and connectors” to “set of architectural design decisions/rationales”. Bosch stresses the need of explicit representation of design decision in architecture documentation.

The need of presenting architectural design decisions is mentioned by other researchers as well like [15] and [52]. Ian Gorton et. al. [15] describes that lack of systematically capturing and using architectural knowledge can greatly affect organization’s architecture capability, and all the design decisions, pattern used and other knowledge related to architecture becomes the tacit knowledge of the architect. Tyree et. al. [52] stresses that while documenting software architectures, design decisions should be documented first followed by architectural views.

### 6.1.2 Tools to capture and use of DR

There are a number of tools available to capture design rationales. Some of them are developed in 1970s e.g IBIS [30], the others have the origin in 1980s and 1990s e.g. QOC [31] and DRL [32]. There are some tools which have their origin in 2005 e.g. SeuRAT [33], ADDT [34], SYSIPHUS [35]. The purpose of mentioning this is to clarify that design rationale tools and methods are being used from almost 37 years and are becoming more contemporary day by day. E.g. IBIS [30] was changed to gIBIS [36] after introduction of a hypertext tool, which allowed users to browse, and see the hierarchical indexes of all nodes and links.

The invention of groupware aware DR tools also strengthens the claim. DRL [32] was used to implement a DR management system named SIBIL [37] to facilitate practitioners to manage DR according to DRL method, in a software system. Dutoit et. al. [38] Describes that although researchers have focused on improving DR capture tools and methods, the alignment of DR tools with software engineering processes has not yet happened. This kind of integration will give birth to a rationale centered development process and will be helpful in both system modeling and project management decision making.

However, SeuRAT [33] can be regarded as an effort to bridge the above mentioned gap. There are some other efforts e.g. [26, 28] and [8, 29] which stress the need of explicit representation of DR in software architecture. But they are more focused towards incorporating DR in software architecture than in the software engineering process. Although it is true that, a DR in software architecture documentation, indirectly shows presence of DR in software engineering process.

There is a need to take measures to align rationale management tools and methods regardless of their nature (DR for architecture and design, Rationale management for
requirements, Rationales for project management, etc.) into software engineering process. Rather than focusing more on inventing new methods and tools, efforts should be made to incorporate already developed tools into software process and hence start a maturity process of these tools and methods which will eventually become basis of new and improved tools and techniques better aligned with software process and would be more useful.

In this section some of the tools are described in order to give a short introduction of them. As the reader will read through these mentioned tools, it will become clear that there is a gradual shift towards alignment with software process i.e. tools are becoming more and more process focused (they are trying to become part of software process in order to be used) not just remain a set of formal detailed discussion on design rationales.

6.1.2.1 gIBIS

Issue Based Information System (IBIS) [48] was developed to tackle “Wicked” problems. Wicked problems can be defined as problems which don’t have a clear solution, or problems which don’t have a clear problem definition. [39]. IBIS have three basic elements i.e. Issues, Positions and Arguments.

**Issues:** Issue can be a problem or a question, for which decision have to be made. e.g. How to save applicants’ pictures in the database?

**Position:** Position can be regarded as the potential solutions or answers to the issue. There could be more than one position for a certain issue. There could be more than one solution, and each one would be referred as position e.g. Position 1: Save them as binary fields. Position 2: Save them as OLE object.

**Arguments:** Arguments are made to satisfy or answer the positions made earlier. An argument can support or oppose a position. e.g. Argument 1: OLE object will run only on Microsoft platform.

In 1988 IBIS was implemented with a hyper text based tool, in order to view hierarchical indexes of nodes and links [40] and named as gIBIS. QuestMap [41] incorporated gIBIS approach and presented a tool as an online whiteboard. Compendium institute [42] has enhanced the “QuestMap” and now has offered a lot of new and enhanced features as a new software named compendium, available at [43].

6.1.2.2 QOC

QOC [31] is a notation, which consists of questions as main element of the QOC. Question can be referred as the problem to be solved. The second element in QOC is Option, which is the possible option/alternative choice to solve the question, and third element in the QOC is criteria, it is used to assess or compares different design options. [44].
6.1.2.3 DRL
DRL [32] consists of four basic elements i.e. goal, question, claim and alternative. A goal expresses criteria to be satisfied. A question arises from goal to be answered. Claims are the possible answers to the questions. It is not mandatory for a claim to satisfy the goal. Goal has its alternatives, and their relation with goal could be that whether they are good alternative or not? [44]. The DRL concept is implemented as SIBYL [37] which allows users to manipulate rationale management according to DRL.

6.1.2.4 SeuRAT
Software Engineering Using Design RATionale (SeuRAT) [33] is an Eclipse [49] plug-in, which captures rationales into a database, which can be used later during maintenance phase, or when systems are extended or re-used. It is a rationale management tool integrated in software development environment, allowing software developers to record rationales during software development. [45]. A key difference between SeuRAT and DRL is that SeuRAT has incorporated the concept of requirements (both functional and non-functional) instead of goals [44]. SeuRAT can therefore be regarded as an effort to align DR methods with software engineering process.

6.1.2.5 Architecture Decision Description Template (ADDT)
ADDT [34] is a practical approach to capture architectural design rationales. Instead of formal discussions on DR details and their representations, ADDT have presented a template to capture decision rationales. ADDT has a number of key elements. It captures comprehensive information and the knowledge captured is useful during and after the architectural design phase. Authors of ADDT argue that the information captured is enough to interact with other phases and artifacts of software engineering process [44].

Presence of key elements like issue, decision, status, assumptions, constraints, related decisions, related requirements, related artifacts, related principles, notes etc. gives enough details about an architectural issue, its related decision, status of that decision or status of other related decisions, assumptions made during that decision, constraints for that decision, related requirements, artifacts and principles. Related requirements serves ADDT to cross boundary of software architecture and produce an overlap or link between the two phases. Related artifacts link architectural decisions with other artifacts of the process. ADDT hence can be regarded as a model which provides DR capture, DR presentation and DR management guidelines and also have a strong association with software architecture and relatively weak association with software engineering process as well.

6.1.2.6 SYSIPHUS
SYSIPHUS [35] up to my knowledge is the best available tool in a sense that it incorporates design rationales, system requirements and software design and testing phases by linking them each other through a common repository. In the same time it demands minimum possible process knowledge, in order to allow SYSIPHUS to accommodate projects following any software engineering process. It also allows collaborative work as more than one user can work on the same model at same time.
The main purpose of SYSIPHUS is to facilitate teachers in academic projects. They now don’t have to recommend students to use different tools for different processes. Sometimes students have to use different tools in the same project e.g. they use different tool during requirement phase, during design phase some other tool is being used and similarly in testing phase another tool is used. Students have to share files with each other in order to review each other’s work and they have to wait if some other is working on the same model.

All those difficulties are now removed because of SYSIPHUS and students now can use the same tool for the whole project regardless of software engineering process. Rationales are maintained using a refined version of QOC [31] method [46]. Administrator can create new users for SYSIPHUS, and can assign different rights to them. Templates for different documents can be defined, edited or deleted based upon the project need [47].

All the above mentioned features are deeply needed to be incorporated into practical software development projects. There is a need of empirical evidence of SYSIPHUS in software development industry rather than in academia. SYSIPHUS can be greatly enhanced by learning from that industrial experience, as it has great potential to be one of the leading tools used in industry.
7. Discussion

The awareness of presenting design rationales in SAD is increasing in the architecture community. Researchers in WISCA2007 [58] have stressed the importance of presenting design rationales in SAD. In WISCA2005 [57] researchers and participants have also advocated the need of first class representation of design rationales in SAD [26].

Various researchers and universities are actively involved in identifying weaknesses in current SAD methods and presenting solutions to overcome problems caused by ignoring design decisions while documenting SA. Computer science department of University of New South Wales, Australia, Computer science department of Groningen University Netherlands and University of Ray Juan Carlos, Madrid are worth mentioning.

Ian Gorton et. al from University of New South Wales, has analyzed problems in existing SAD methods particularly regarding representation and usage of design rationales. Jon bosch from Groningen University have presented a new definition of software architecture, according to that a software architecture should be seen as a set of design decisions rather then a combination of components and connectors.

Capilla et. al. from University of Ray Juan Carlos has presented an approach to describe design decisions in software architecture document. They have proposed a new view called decision view in combination with famous 4+1 view [14] model. The RFSAD method is an effort to complement current research in the field of software architecture documentation.

7.1 Strong points of the RFSAD method

The RFSAD method has several advantages over other existing SAD methods. Those advantages are mentioned as under.

1. Explicit representation of DR
2. Traceability between requirements and DR
3. Focus on satisfying concerns of stakeholders
4. Facilitate on documenting alternative potential design choices and reason of neglecting them.
5. Unlimited number of architectural views
6. Complement existing SAD methods and can be used easily in combination with them.
7. Easy to use and flexible
8. Better requirements management with the help of emergent qualities
9. Integrated with the software development process

All the above advantages are already described in evaluation chapter except better requirements management thing which is explained in the RFSAD method’s description. One thing is worth mentioning here, which is not already described else ware and it is about complementing existing SAD methods.
As it is obvious from the theory chapter that all the existing SAD methods focus more on developing architectural views than documenting design rationales, and there is a clear lack of explicit representation of DR in those SAD methods. The RFSAD method on the other hand have clear focus on documenting and capturing DR and do not have an explicit methodology defined to develop architectural views. When the RFSAD method is used in combination with any existing SAD method, the DR part can be documented by using the RFSAD method and views development part can better be accomplished by a method of choice. Capilla [26] has presented the same concept of documenting DR by using the decision view, while documenting traditional architectural views by using 4+1 view method.

The second thing which is also worth mentioning is about integration with the software development process. In a traditional software development process architecture serves as a hub between requirements and detailed design phase. Architectural statements (decisions) serve as a basis for the detailed design. A SAD with no explicit link between both (requirements and detailed design) or any one of them can create an isolation or inconsistency between the two above mentioned phases. In that case it is obvious that the underlying SAD method, on which that architecture document is based, will be hard to adopt and to become part of the software development process.

The RFSAD method not only links requirements and design decisions, the detailed design artifacts can be linked with corresponding architectural decision. Moreover testing artifacts e.g. test cases can also be linked with emergent qualities (emergent requirements) to increase traceability and eventually the traceability within the major phases of the software development process can be achieved. It makes the RFSAD method more beneficial and easy to adapt and implement.

### 7.2 Limitations

Along with several advantages, the RFSAD method on the other hand posses some limitations as well. Following is the description of those limitations.

#### 7.2.1 Limitations of RFSAD method

There is no tool support for the RFSAD method so far, which makes it difficult to use, and hence is another limitation associated with the RFSAD method. A lot of traceability makes the RFSAD method difficult to follow, laborious and time consuming, which also arises the strong need of tool support for the RFSAD method.

The method is developed by keeping in mind the requirements of traditional software development methodologies. There is no empirical evidence available, which claim the effectiveness of the RFSAD method in agile software development processes. Design decisions evolve over time and all iterations of a design decision should be recorded for future use. The RFSAD method does not focus on documenting history of design decisions.
7.2.2 Limitations of work
The evaluation of RFSAD method is not empirical. Lack of time and resources are the main hurdle behind not doing a thorough evaluation of the RFSAD method.

Lack of empirical proof of the advantages claimed is the biggest limitation so far in the RFSAD method. There is a need to test the RFSAD method empirically along with other established methods.

7.3 Future of SAD methods and standards
In this section future trend in SAD methods are described in terms of presenting design rationales. Furthermore the new revision of the IEEE 1471 standard is summarized in section 7.3.2.

7.3.1 DR trend in SAD methods
Capilla et. al. [28] has presented an approach to describe design decisions in software architecture document. They have proposed a new view called decision view in combination with famous 4+1 view [14] model. Jon Bosch and Jansen are developing an approach called Archium [29] to better present design rationales alone with traditional architectural views. Archium is a language which extends Java for supporting components and connectors. They have developed a prototype which consists of a compiler and a run time environment [26].

Tyree and Akerman [34] have developed an approach where architecture decision model can be seen as a network of dependencies between decisions [26]. Babar et. al. [22] has presented a process-centric architecture knowledge management environment (PAKME) approach, to capture and manage architectural knowledge. The two main objectives of PAKME are [22]:

- To provide a support mechanism for capturing, managing, and retrieving architecture knowledge to improve the quality of architecture activities.
- To act as a source of architecture knowledge for those who need rapid access to experience-based design decisions to assist in making new decisions or discovering the rationale for past decisions.

From the section “DR tools” it is clear that these tools can play an important role in inclusion of DR in software development process. There is a need to align both DR tools and SAD methods with software development process. That can be achieved by getting benefit from both DR tools and SAD methods at the same time, one way to accomplish this is to develop tools for existing SAD methods and existing DR capturing tools can be used either in combination with them or as a part of those SAD tools.

7.3.2 Reflections on the new version of the IEEE 1471 SAD standard
IEEE has published a first working draft (WD1) of a revised version of the IEEE 1471 standard in July 2007. ISO now have adopted 1471 standard and it is now also called ISO/IEC 42010. The next ISO working group meeting (WG 42) regarding ISO/IEC
42010 is due to be held in November 2007 in Montreal to develop the next working draft [60].

The revision goals of this standard are harmonization with the ISO 15288 [11] standard concerned with systems engineering, system lifecycle processes and the ISO 12207 [46] standard concerned with IT, software lifecycle processes, and alignment with other ISO architecture-related efforts. According to this draft version, IEEE 1471 was widely accepted due to multiple viewpoints to describe architectures and, due to the feature of placing stakeholders as primary motivation for the architectural descriptions.

In the revised version of the standard, there is more focus towards elaboration and explanation of the specifications. Clauses are exemplified. An architectural description template is also given at the end and viewpoints are explained with examples. A lot of changes are made as compared to the predecessor version of standard, for example library viewpoints are now renamed as viewpoints. It has now been specified in the standard that a viewpoint will have exactly one resultant view.

The clause 6 in the ISO/IEC 42010 standard [60] (which defines the core part of the document) has some additions when compared with the previous version. One important addition in the standard is its emphasis on conformance with other existing SAD methods. The need of that concept is already discussed in strong points of the RFSAD method section. In the clause 6.3, note 2, the standard mentions that by selection of suitable viewpoints the conformance with existing SAD methods can be achieved.

In the clause 6.4, note 1, it is mentioned that a complex system can be described by different components as well as system as a whole. In that case both kinds of views (views of parts of the system and views of the complete system) can be developed. This is analogous to the V&B approach, where a system is decomposed into different components and views of each components are separately developed and then are interrelated in the “Beyond” part. In the previous version of the standard it was mandatory for the architectural views to show the complete system.

In the clause 6.4.1 architectural views are categorized and a new phenomenon is described. That is about “Architectural models”. According to the standard an architectural model is:

“Architectural models provide a mechanism to modularize architectural views. There are cases when a view may need to use more than one language, notation or modeling technique to address all of the concerns assigned to it. To do this, a view may consist of multiple architectural models. Each model may use a distinct language, notation, or model type, as defined by its viewpoint.”

The clause 6.6 is about architecture rationales, and the standard categories the rationales as “viewpoints rationales”, “view rationales” and “model rationales”. The clause 6.3.3 of ISO/IEC 15288 [11] is recommended for decision capture and tracking. A new clause is added for describing architecture for multiple systems of concern, which describes that if
two systems are architecturally related by concerns, then the viewpoints selected for framing those concerns shall be the same in each system’s architectural description.

As mentioned above the ISO/IEC 42010 [60] standard have presented a way to develop conformance between different SAD standard. The need of the same concept is also presented in the strong points of RFSAD method.
8. Conclusion

It is clear that current SAD methods lack in capturing and documenting design rationales. Now researchers have realized the importance of documenting design decisions and how that information can be useful in the future. A lot of problems have been identified due to the lack of explicit focus on design rationales. There is a gradual shift in considering SA as combination of architectural decisions rather than considering it in traditional components and connectors format. There is a need to understand that shift and adapt existing and future SAD methods to address the need of capturing and documenting design decisions.

There is also a need to develop compatibility between different SAD methods so that they can complement each others. Stakeholders’ needs in terms of communicating architectural knowledge should also be taken care. The proposed RFSAD method is an effort towards achieving these goals, but the true benefits of the RFSAD method are yet to be discovered by empirically analyzing it in comparison with different existing SAD methods and testing it in different projects of various natures while using different software development methodologies.
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